**Basics of Game Programming in java**

[**http://zetcode.com/tutorials/javagamestutorial/basics/**](http://zetcode.com/tutorials/javagamestutorial/basics/)

In this part of the Java 2D games tutorial, we will write about some basics needed to create games. We create a basic application, paint a donut, and display a picture.

**About**

This is Java 2D games tutorial. It is aimed at beginners. This tutorial will teach you the basics of programming 2D games in Java programming language and Swing GUI toolkit. Images used in this tutorial can be downloaded [here](http://zetcode.com/img/gfx/javagames/images.zip).

**Application**

We will show the skeleton of each of the games in this tutorial.

Board.java

package com.zetcode;

import javax.swing.JPanel;

public class Board extends JPanel {

public Board() {}

}

The Board is a panel where the game takes place.

Application.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class Application extends JFrame {

public Application() {

initUI();

}

private void initUI() {

add(new Board());

setSize(250, 200);

setTitle("Application");

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

setLocationRelativeTo(null);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

Application ex = new Application();

ex.setVisible(true);

}

});

}

}

This is the entry point of the game. Here we have the main method.

add(new Board());

Here we put the Board to the center of the JFrame container.

setSize(250, 200);

This line sets the size of the window.

setDefaultCloseOperation(EXIT\_ON\_CLOSE);

This will close the application when we click on the close button. It is not the default behaviour.

setLocationRelativeTo(null);

Passing null to the setLocationRelativeTo() method centers the window on the screen.

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

Application ex = new Application();

ex.setVisible(true);

}

});

}

We create an instance of our code example and make it visible on the screen.

**Donut**

The objects on the board are either images or are drawn with the painting tools provided by the Java 2D API. In the next example, we draw a donut shape.

Board.java

package com.zetcode;

import java.awt.BasicStroke;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.RenderingHints;

import java.awt.geom.AffineTransform;

import java.awt.geom.Ellipse2D;

import javax.swing.JPanel;

public class Board extends JPanel {

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawDonut(g);

}

private void drawDonut(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

RenderingHints rh

= new RenderingHints(RenderingHints.KEY\_ANTIALIASING,

RenderingHints.VALUE\_ANTIALIAS\_ON);

rh.put(RenderingHints.KEY\_RENDERING,

RenderingHints.VALUE\_RENDER\_QUALITY);

g2d.setRenderingHints(rh);

Dimension size = getSize();

double w = size.getWidth();

double h = size.getHeight();

Ellipse2D e = new Ellipse2D.Double(0, 0, 80, 130);

g2d.setStroke(new BasicStroke(1));

g2d.setColor(Color.gray);

for (double deg = 0; deg < 360; deg += 5) {

AffineTransform at

= AffineTransform.getTranslateInstance(w/2, h/2);

at.rotate(Math.toRadians(deg));

g2d.draw(at.createTransformedShape(e));

}

}

}

The painting is done inside the paintComponent() method.

Graphics2D g2d = (Graphics2D) g;

The Graphics2D class extends the Graphics class. It provides more sophisticated control over geometry, coordinate transformations, colour management, and text layout.

private void drawDonut(Graphics g) {

...

}

It is a good programming practice to delegate the actual painting to a specific method.

RenderingHints rh

= new RenderingHints(RenderingHints.KEY\_ANTIALIASING,

RenderingHints.VALUE\_ANTIALIAS\_ON);

rh.put(RenderingHints.KEY\_RENDERING,

RenderingHints.VALUE\_RENDER\_QUALITY);

g2d.setRenderingHints(rh);

The rendering hints are used to make the drawing smooth.

Dimension size = getSize();

double w = size.getWidth();

double h = size.getHeight();

We get the height and the width of the window. We need them to center the donut shape on the window.

Ellipse2D e = new Ellipse2D.Double(0, 0, 80, 130);

g2d.setStroke(new BasicStroke(1));

g2d.setColor(Color.gray);

Here we create the ellipse.

for (double deg = 0; deg < 360; deg += 5) {

AffineTransform at

= AffineTransform.getTranslateInstance(w/2, h/2);

at.rotate(Math.toRadians(deg));

g2d.draw(at.createTransformedShape(e));

}

Here the ellipse is rotated 72 times to create a donut shape.

Donut.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class DonutExample extends JFrame {

public DonutExample() {

initUI();

}

private void initUI() {

add(new Board());

setSize(330, 330);

setTitle("Donut");

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

setLocationRelativeTo(null);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

DonutExample ex = new DonutExample();

ex.setVisible(true);

}

});

}

}

This is the main class.

**Drawing an image**

When we create computer games we often work with images. In the next example we load an image and paint it on the board.

Board.java

package com.zetcode;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Image;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

public class Board extends JPanel {

private Image bardejov;

public Board() {

initBoard();

}

private void initBoard() {

loadImage();

int w = bardejov.getWidth(this);

int h = bardejov.getHeight(this);

setPreferredSize(new Dimension(w, h));

}

private void loadImage() {

ImageIcon ii = new ImageIcon("bardejov.png");

bardejov = ii.getImage();

}

@Override

public void paintComponent(Graphics g) {

g.drawImage(bardejov, 0, 0, null);

}

}

We pain an image of a town on the board. The image is drawn inside the paintComponent() method.

ImageIcon ii = new ImageIcon("bardejov.png");

We create an ImageIcon.

bardejov = ii.getImage();

We get an Image out of the ImageIcon.

g.drawImage(bardejov, 0, 0, null);

We draw the image on the window.

int w = bardejov.getWidth(this);

int h = bardejov.getHeight(this);

setPreferredSize(new Dimension(w, h));

We determine the width and height of the image. The preferred size of the board panel is set to the dimensions of the image. In cooperation with the JFrame's pack() method, the window is just big enough to show the image.

Image.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class ImageExample extends JFrame {

public ImageExample() {

initUI();

}

private void initUI() {

add(new Board());

pack();

setTitle("Bardejov");

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

setLocationRelativeTo(null);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

ImageExample ex = new ImageExample();

ex.setVisible(true);

}

});

}

}

This is the main class of the example.
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In this chapter, we have covered some basics of Java game programming.

**Animation**

In this part of the Java 2D games tutorial, we will work with animation.

*Animation* is a rapid display of sequence of images which creates an illusion of movement. We will animate a star on our Board. We will implement the movement in three basic ways. We will use a Swing timer, a standard utility timer, and a thread.

Animation is a complex subject in game programming. Java games are expected to run on multiple operating systems with different hardware specifications. Threads give the most accurate timing solutions. However, for our simple 2D games, other two options can be an option too.

**Swing timer**

In the first example we will use a Swing timer to create animation. This is the easiest but also the least effective way of animating objects in Java games.

SwingTimerExample.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class SwingTimerExample extends JFrame {

public SwingTimerExample() {

initUI();

}

private void initUI() {

add(new Board());

setResizable(false);

pack();

setTitle("Star");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new SwingTimerExample();

ex.setVisible(true);

}

});

}

}

This is the main class for the code example.

setResizable(false);

pack();

The setResizable() sets whether the frame can be resized. The pack() method causes this window to be sized to fit the preferred size and layouts of its children. Note that the order in which these two methods are called is important. (The setResizable() changes the insets of the frame on some platforms; calling this method after the pack() method might lead to incorrect results—the star would not go precisely into the right-bottom border of the window.)

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Image;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel

implements ActionListener {

private final int B\_WIDTH = 350;

private final int B\_HEIGHT = 350;

private final int INITIAL\_X = -40;

private final int INITIAL\_Y = -40;

private final int DELAY = 25;

private Image star;

private Timer timer;

private int x, y;

public Board() {

initBoard();

}

private void loadImage() {

ImageIcon ii = new ImageIcon("star.png");

star = ii.getImage();

}

private void initBoard() {

setBackground(Color.BLACK);

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

setDoubleBuffered(true);

loadImage();

x = INITIAL\_X;

y = INITIAL\_Y;

timer = new Timer(DELAY, this);

timer.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawStar(g);

}

private void drawStar(Graphics g) {

g.drawImage(star, x, y, this);

Toolkit.getDefaultToolkit().sync();

}

@Override

public void actionPerformed(ActionEvent e) {

x += 1;

y += 1;

if (y > B\_HEIGHT) {

y = INITIAL\_Y;

x = INITIAL\_X;

}

repaint();

}

}

In the Board class we move a star that from the upper-left corner to the right-bottom corner.

private final int B\_WIDTH = 350;

private final int B\_HEIGHT = 350;

private final int INITIAL\_X = -40;

private final int INITIAL\_Y = -40;

private final int DELAY = 25;

Five constants are defined. The first two constants are the board width and height. The third and fourth are the initial coordinates of the star. The last one determines the speed of the animation.

private void loadImage() {

ImageIcon ii = new ImageIcon("star.png");

star = ii.getImage();

}

In the loadImage() method we create an instance of the ImageIcon class. The image is located in the project directory. The getImage() method will return the the Image object from this class. This object will be drawn on the board.

setDoubleBuffered(true);

The JPanel component will use a buffer to paint. This means that all drawing will be done in memory first. Later the off-screen buffer will be copied to the screen. In this simple example, we might not notice any differences.

timer = new Timer(DELAY, this);

timer.start();

Here we create a Swing Timer class and call its start() method. Every DELAY ms the timer will call the actionPerformed() method. In order to use the actionPerformed() method, we must implement the ActionListener interface.

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawStar(g);

}

Custom painting is done in the paintComponent() method. Note that we also call the paintComponent() method of its parent. The actual painting is delegated to the drawStar() method.

private void drawStar(Graphics g) {

g.drawImage(star, x, y, this);

Toolkit.getDefaultToolkit().sync();

}

In the drawStar() method, we draw the image on the window with the usage of the drawImage() method. The Toolkit.getDefaultToolkit().sync() synchronises the painting on systems that buffer graphics events. Without this line, the animation might not be smooth on Linux.

@Override

public void actionPerformed(ActionEvent e) {

x += 1;

y += 1;

if (y > B\_HEIGHT) {

y = INITIAL\_Y;

x = INITIAL\_X;

}

repaint();

}

The actionPerformed() method is repeatedly called by the timer. Inside the method, we increase the x and y values of the star object. Then we call the repaint() method which will cause the paintComponent() to be called. This way we regularly repaint the Board thus making the animation.

![Star](data:image/png;base64,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)Figure: Star

**Utility timer**

This is very similar to the previous way. We use the java.util.Timer instead of the javax.Swing.Timer. For Java Swing games this way should be more accurate.

UtilityTimerExample.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class UtilityTimerExample extends JFrame {

public UtilityTimerExample() {

initUI();

}

private void initUI() {

add(new Board());

setResizable(false);

pack();

setTitle("Star");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new UtilityTimerExample();

ex.setVisible(true);

}

});

}

}

This is the main class.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Image;

import java.awt.Toolkit;

import java.util.Timer;

import java.util.TimerTask;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

public class Board extends JPanel {

private final int B\_WIDTH = 350;

private final int B\_HEIGHT = 350;

private final int INITIAL\_X = -40;

private final int INITIAL\_Y = -40;

private final int INITIAL\_DELAY = 100;

private final int PERIOD\_INTERVAL = 25;

private Image star;

private Timer timer;

private int x, y;

public Board() {

initBoard();

}

private void loadImage() {

ImageIcon ii = new ImageIcon("star.png");

star = ii.getImage();

}

private void initBoard() {

setBackground(Color.BLACK);

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

setDoubleBuffered(true);

loadImage();

x = INITIAL\_X;

y = INITIAL\_Y;

timer = new Timer();

timer.scheduleAtFixedRate(new ScheduleTask(),

INITIAL\_DELAY, PERIOD\_INTERVAL);

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawStar(g);

}

private void drawStar(Graphics g) {

g.drawImage(star, x, y, this);

Toolkit.getDefaultToolkit().sync();

}

private class ScheduleTask extends TimerTask {

@Override

public void run() {

x += 1;

y += 1;

if (y > B\_HEIGHT) {

y = INITIAL\_Y;

x = INITIAL\_X;

}

repaint();

}

}

}

In this example, the timer will regularly call the run() method of the ScheduleTask class.

timer = new Timer();

timer.scheduleAtFixedRate(new ScheduleTask(),

INITIAL\_DELAY, PERIOD\_INTERVAL);

Here we create a timer and schedule a task with a specific interval. There is an initial delay.

@Override

public void run() {

...

}

Each 10ms the timer will call this run() method.

**Thread**

Animating objects using a thread is the most effective and accurate way of animation.

ThreadAnimationExample.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class ThreadAnimationExample extends JFrame {

public ThreadAnimationExample() {

initUI();

}

private void initUI() {

add(new Board());

setResizable(false);

pack();

setTitle("Star");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new ThreadAnimationExample();

ex.setVisible(true);

}

});

}

}

This is the main class.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.Image;

import java.awt.Toolkit;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

public class Board extends JPanel

implements Runnable {

private final int B\_WIDTH = 350;

private final int B\_HEIGHT = 350;

private final int INITIAL\_X = -40;

private final int INITIAL\_Y = -40;

private final int DELAY = 25;

private Image star;

private Thread animator;

private int x, y;

public Board() {

initBoard();

}

private void loadImage() {

ImageIcon ii = new ImageIcon("star.png");

star = ii.getImage();

}

private void initBoard() {

setBackground(Color.BLACK);

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

setDoubleBuffered(true);

loadImage();

x = INITIAL\_X;

y = INITIAL\_Y;

}

@Override

public void addNotify() {

super.addNotify();

animator = new Thread(this);

animator.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

drawStar(g);

}

private void drawStar(Graphics g) {

g.drawImage(star, x, y, this);

Toolkit.getDefaultToolkit().sync();

}

private void cycle() {

x += 1;

y += 1;

if (y > B\_HEIGHT) {

y = INITIAL\_Y;

x = INITIAL\_X;

}

}

@Override

public void run() {

long beforeTime, timeDiff, sleep;

beforeTime = System.currentTimeMillis();

while (true) {

cycle();

repaint();

timeDiff = System.currentTimeMillis() - beforeTime;

sleep = DELAY - timeDiff;

if (sleep < 0) {

sleep = 2;

}

try {

Thread.sleep(sleep);

} catch (InterruptedException e) {

System.out.println("Interrupted: " + e.getMessage());

}

beforeTime = System.currentTimeMillis();

}

}

}

In the previous examples, we executed a task at specific intervals. In this example, the animation will take place inside a thread. The run() method is called only once. This is why why we have a while loop in the method. From this method, we call the cycle() and the repaint() methods.

@Override

public void addNotify() {

super.addNotify();

animator = new Thread(this);

animator.start();

}

The addNotify() method is called after our JPanel has been added to the JFrame component. This method is often used for various initialisation tasks.

We want our game run smoothly, at constant speed. Therefore we compute the system time.

timeDiff = System.currentTimeMillis() - beforeTime;

sleep = DELAY - timeDiff;

The cycle() and the repaint() methods might take different time at various while cycles. We calculate the time both methods run and subtract it from the DELAY constant. This way we want to ensure that each while cycle runs at constant time. In our case, it is DELAY ms each cycle.

This part of the Java 2D games tutorial covered animation.

**Moving sprites**

In this part of the Java 2D games tutorial we will work with sprites.

The term *sprite* has several meanings. It is used to denote an image or an animation in a scene. It is also used to represent any movable object in a game. Also one of the meanings is the code that encapsulates a character in a game. In our tutorial by using sprite we refer to a movable object or its Java class.

**Moving sprite**

In the first example we have a spacecraft. We can move the spacecraft on the board using the cursor keys.

Craft.java

package com.zetcode;

import java.awt.Image;

import java.awt.event.KeyEvent;

import javax.swing.ImageIcon;

public class Craft {

private int dx;

private int dy;

private int x;

private int y;

private Image image;

public Craft() {

initCraft();

}

private void initCraft() {

ImageIcon ii = new ImageIcon("craft.png");

image = ii.getImage();

x = 40;

y = 60;

}

public void move() {

x += dx;

y += dy;

}

public int getX() {

return x;

}

public int getY() {

return y;

}

public Image getImage() {

return image;

}

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = -1;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 1;

}

if (key == KeyEvent.VK\_UP) {

dy = -1;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 1;

}

}

public void keyReleased(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = 0;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 0;

}

if (key == KeyEvent.VK\_UP) {

dy = 0;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 0;

}

}

}

This class represents a spacecraft. In this class we keep the image of the sprite and the coordinates of the sprite. The keyPressed() and keyReleased() methods control whether the sprite is moving.

public void move() {

x += dx;

y += dy;

}

The move() method changes the coordinates of the sprite. These x and y values are used in the paintComponent() method to draw the image of the sprite.

if (key == KeyEvent.VK\_LEFT) {

dx = 0;

}

When we release the left cursor key, we set the dx variable to zero. The spacecraft will stop moving.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel implements ActionListener {

private Timer timer;

private Craft craft;

private final int DELAY = 10;

public Board() {

initBoard();

}

private void initBoard() {

addKeyListener(new TAdapter());

setFocusable(true);

setBackground(Color.BLACK);

craft = new Craft();

timer = new Timer(DELAY, this);

timer.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

Toolkit.getDefaultToolkit().sync();

}

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawImage(craft.getImage(), craft.getX(), craft.getY(), this);

}

@Override

public void actionPerformed(ActionEvent e) {

craft.move();

repaint();

}

private class TAdapter extends KeyAdapter {

@Override

public void keyReleased(KeyEvent e) {

craft.keyReleased(e);

}

@Override

public void keyPressed(KeyEvent e) {

craft.keyPressed(e);

}

}

}

This is the Board class.

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawImage(craft.getImage(), craft.getX(), craft.getY(), this);

}

In the doDrawing() method, we draw the spacecraft with the drawImage() method. We get the image and the coordinates from the sprite class.

@Override

public void actionPerformed(ActionEvent e) {

craft.move();

repaint();

}

The actionPerformed() method is called every DELAY ms. We move the sprite and repaint the board.

private class TAdapter extends KeyAdapter {

@Override

public void keyReleased(KeyEvent e) {

craft.keyReleased(e);

}

@Override

public void keyPressed(KeyEvent e) {

craft.keyPressed(e);

}

}

In the Board class we listen for key events. The overridden methods of the KeyAdapter class delegate the processing to the methods of the Craft class.

MovingSpriteEx.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class MovingSpriteEx extends JFrame {

public MovingSpriteEx() {

initUI();

}

private void initUI() {

add(new Board());

setSize(400, 300);

setResizable(false);

setTitle("Moving sprite");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

MovingSpriteEx ex = new MovingSpriteEx();

ex.setVisible(true);

}

});

}

}

This is the main class.

![Moving sprite](data:image/png;base64,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)Figure: Moving sprite

**Shooting missiles**

In the next example we will add another sprite type to our example—a missile. The missiles are launched with the Space key.

Sprite.java

package com.zetcode;

import java.awt.Image;

import javax.swing.ImageIcon;

public class Sprite {

protected int x;

protected int y;

protected int width;

protected int height;

protected boolean vis;

protected Image image;

public Sprite(int x, int y) {

this.x = x;

this.y = y;

vis = true;

}

protected void loadImage(String imageName) {

ImageIcon ii = new ImageIcon(imageName);

image = ii.getImage();

}

protected void getImageDimensions() {

width = image.getWidth(null);

height = image.getHeight(null);

}

public Image getImage() {

return image;

}

public int getX() {

return x;

}

public int getY() {

return y;

}

public boolean isVisible() {

return vis;

}

public void setVisible(Boolean visible) {

vis = visible;

}

}

The Sprite class shares common code from the Missile and Craft classes.

public Sprite(int x, int y) {

this.x = x;

this.y = y;

vis = true;

}

The constructor initiates the x and y coordiates and the vis variable.

Missile.java

package com.zetcode;

public class Missile extends Sprite {

private final int BOARD\_WIDTH = 390;

private final int MISSILE\_SPEED = 2;

public Missile(int x, int y) {

super(x, y);

initMissile();

}

private void initMissile() {

loadImage("missile.png");

getImageDimensions();

}

public void move() {

x += MISSILE\_SPEED;

if (x > BOARD\_WIDTH) {

vis = false;

}

}

}

Here we have a new sprite called Missile.

public void move() {

x += MISSILE\_SPEED;

if (x > BOARD\_WIDTH) {

vis = false;

}

}

The missile moves at constant speed. When it hits the right border of the Board, it becomes invisible. It is then removed from the list of missiles.

Craft.java

package com.zetcode;

import java.awt.event.KeyEvent;

import java.util.ArrayList;

public class Craft extends Sprite {

private int dx;

private int dy;

private ArrayList missiles;

public Craft(int x, int y) {

super(x, y);

initCraft();

}

private void initCraft() {

missiles = new ArrayList();

loadImage("craft.png");

getImageDimensions();

}

public void move() {

x += dx;

y += dy;

}

public ArrayList getMissiles() {

return missiles;

}

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_SPACE) {

fire();

}

if (key == KeyEvent.VK\_LEFT) {

dx = -1;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 1;

}

if (key == KeyEvent.VK\_UP) {

dy = -1;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 1;

}

}

public void fire() {

missiles.add(new Missile(x + width, y + height / 2));

}

public void keyReleased(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = 0;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 0;

}

if (key == KeyEvent.VK\_UP) {

dy = 0;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 0;

}

}

}

This is the Craft class.

if (key == KeyEvent.VK\_SPACE) {

fire();

}

If we press the Space key, we fire.

public void fire() {

missiles.add(new Missile(x + width, y + height / 2));

}

The fire() method creates a new Missile object and adds it to the missiles ArrayList.

public ArrayList getMissiles() {

return missiles;

}

The getMissiles() method returns the ArrayList of missiles. It is called from the Board class.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import java.util.ArrayList;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel implements ActionListener {

private final int ICRAFT\_X = 40;

private final int ICRAFT\_Y = 60;

private final int DELAY = 10;

private Timer timer;

private Craft craft;

public Board() {

initBoard();

}

private void initBoard() {

addKeyListener(new TAdapter());

setFocusable(true);

setBackground(Color.BLACK);

setDoubleBuffered(true);

craft = new Craft(ICRAFT\_X, ICRAFT\_Y);

timer = new Timer(DELAY, this);

timer.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

Toolkit.getDefaultToolkit().sync();

}

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawImage(craft.getImage(), craft.getX(),

craft.getY(), this);

ArrayList ms = craft.getMissiles();

for (Object m1 : ms) {

Missile m = (Missile) m1;

g2d.drawImage(m.getImage(), m.getX(),

m.getY(), this);

}

}

@Override

public void actionPerformed(ActionEvent e) {

updateMissiles();

updateCraft();

repaint();

}

private void updateMissiles() {

ArrayList ms = craft.getMissiles();

for (int i = 0; i < ms.size(); i++) {

Missile m = (Missile) ms.get(i);

if (m.isVisible()) {

m.move();

} else {

ms.remove(i);

}

}

}

private void updateCraft() {

craft.move();

}

private class TAdapter extends KeyAdapter {

@Override

public void keyReleased(KeyEvent e) {

craft.keyReleased(e);

}

@Override

public void keyPressed(KeyEvent e) {

craft.keyPressed(e);

}

}

}

This is the Board class.

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawImage(craft.getImage(), craft.getX(),

craft.getY(), this);

ArrayList ms = craft.getMissiles();

for (Object m1 : ms) {

Missile m = (Missile) m1;

g2d.drawImage(m.getImage(), m.getX(),

m.getY(), this);

}

}

In the doDrawing() method, we draw the craft and all the available missiles.

private void updateMissiles() {

ArrayList ms = craft.getMissiles();

for (int i = 0; i < ms.size(); i++) {

Missile m = (Missile) ms.get(i);

if (m.isVisible()) {

m.move();

} else {

ms.remove(i);

}

}

}

In the updateMissiles() method we parse all missiles from the missiles list. Depending on what the isVisible() method returns, we either move the missile or remove it from the container.

ShootingMissilesEx.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class ShootingMissilesEx extends JFrame {

public ShootingMissilesEx() {

initUI();

}

private void initUI() {

add(new Board());

setSize(400, 300);

setResizable(false);

setTitle("Shooting missiles");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

ShootingMissilesEx ex = new ShootingMissilesEx();

ex.setVisible(true);

}

});

}

}

Finally, this is the main class.

![Shooting missiles](data:image/png;base64,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)Figure: Shooting missiles

In this chapter, we have covered sprites.

**Collision detection**

In this part of the Java 2D games tutorial we will talk about collision detection.

Many games need to handle collisions, especially arcade games. Simply said, we need to detect when two objects collide on screen. In the next code example, we will expand the previous example. We add a new Alien sprite. We will detect two types collisions: when the missile hits an alien ship and when our spacecraft collides with an alien.

**Shooting aliens**

In the example, we have a spacecraft and aliens. We can move the spacecraft on the board using the cursor keys. Missiles destroying aliens are launched with the spacebar key.

Sprite.java

package com.zetcode;

import java.awt.Image;

import java.awt.Rectangle;

import javax.swing.ImageIcon;

public class Sprite {

protected int x;

protected int y;

protected int width;

protected int height;

protected boolean vis;

protected Image image;

public Sprite(int x, int y) {

this.x = x;

this.y = y;

vis = true;

}

protected void getImageDimensions() {

width = image.getWidth(null);

height = image.getHeight(null);

}

protected void loadImage(String imageName) {

ImageIcon ii = new ImageIcon(imageName);

image = ii.getImage();

}

public Image getImage() {

return image;

}

public int getX() {

return x;

}

public int getY() {

return y;

}

public boolean isVisible() {

return vis;

}

public void setVisible(Boolean visible) {

vis = visible;

}

public Rectangle getBounds() {

return new Rectangle(x, y, width, height);

}

}

The code that can be shared by all sprites (a craft, an alien, and a missile) is placed in the Sprite class.

public Rectangle getBounds() {

return new Rectangle(x, y, width, height);

}

The getBounds() method returns the bounding rectangle of the sprite image. We need the bounds in collision detection.

Craft.java

package com.zetcode;

import java.awt.event.KeyEvent;

import java.util.ArrayList;

public class Craft extends Sprite {

private int dx;

private int dy;

private ArrayList<Missile> missiles;

public Craft(int x, int y) {

super(x, y);

initCraft();

}

private void initCraft() {

missiles = new ArrayList<>();

loadImage("craft.png");

getImageDimensions();

}

public void move() {

x += dx;

y += dy;

if (x < 1) {

x = 1;

}

if (y < 1) {

y = 1;

}

}

public ArrayList getMissiles() {

return missiles;

}

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_SPACE) {

fire();

}

if (key == KeyEvent.VK\_LEFT) {

dx = -1;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 1;

}

if (key == KeyEvent.VK\_UP) {

dy = -1;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 1;

}

}

public void fire() {

missiles.add(new Missile(x + width, y + height / 2));

}

public void keyReleased(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = 0;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 0;

}

if (key == KeyEvent.VK\_UP) {

dy = 0;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 0;

}

}

}

This class represents a spacecraft.

private ArrayList<Missile> missiles;

All the missiles fired by the spacecraft are stored in the missiles list.

public void fire() {

missiles.add(new Missile(x + width, y + height / 2));

}

When we fire a missile, a new Missile object is added to the missiles list. It is retained in the list until it collides with an alien or goes out of the window.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Font;

import java.awt.FontMetrics;

import java.awt.Graphics;

import java.awt.Rectangle;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import java.util.ArrayList;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel implements ActionListener {

private Timer timer;

private Craft craft;

private ArrayList<Alien> aliens;

private boolean ingame;

private final int ICRAFT\_X = 40;

private final int ICRAFT\_Y = 60;

private final int B\_WIDTH = 400;

private final int B\_HEIGHT = 300;

private final int DELAY = 15;

private final int[][] pos = {

{2380, 29}, {2500, 59}, {1380, 89},

{780, 109}, {580, 139}, {680, 239},

{790, 259}, {760, 50}, {790, 150},

{980, 209}, {560, 45}, {510, 70},

{930, 159}, {590, 80}, {530, 60},

{940, 59}, {990, 30}, {920, 200},

{900, 259}, {660, 50}, {540, 90},

{810, 220}, {860, 20}, {740, 180},

{820, 128}, {490, 170}, {700, 30}

};

public Board() {

initBoard();

}

private void initBoard() {

addKeyListener(new TAdapter());

setFocusable(true);

setBackground(Color.BLACK);

ingame = true;

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

craft = new Craft(ICRAFT\_X, ICRAFT\_Y);

initAliens();

timer = new Timer(DELAY, this);

timer.start();

}

public void initAliens() {

aliens = new ArrayList<>();

for (int[] p : pos) {

aliens.add(new Alien(p[0], p[1]));

}

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

if (ingame) {

drawObjects(g);

} else {

drawGameOver(g);

}

Toolkit.getDefaultToolkit().sync();

}

private void drawObjects(Graphics g) {

if (craft.isVisible()) {

g.drawImage(craft.getImage(), craft.getX(), craft.getY(),

this);

}

ArrayList<Missile> ms = craft.getMissiles();

for (Missile m : ms) {

if (m.isVisible()) {

g.drawImage(m.getImage(), m.getX(), m.getY(), this);

}

}

for (Alien a : aliens) {

if (a.isVisible()) {

g.drawImage(a.getImage(), a.getX(), a.getY(), this);

}

}

g.setColor(Color.WHITE);

g.drawString("Aliens left: " + aliens.size(), 5, 15);

}

private void drawGameOver(Graphics g) {

String msg = "Game Over";

Font small = new Font("Helvetica", Font.BOLD, 14);

FontMetrics fm = getFontMetrics(small);

g.setColor(Color.white);

g.setFont(small);

g.drawString(msg, (B\_WIDTH - fm.stringWidth(msg)) / 2,

B\_HEIGHT / 2);

}

@Override

public void actionPerformed(ActionEvent e) {

inGame();

updateCraft();

updateMissiles();

updateAliens();

checkCollisions();

repaint();

}

private void inGame() {

if (!ingame) {

timer.stop();

}

}

private void updateCraft() {

if (craft.isVisible()) {

craft.move();

}

}

private void updateMissiles() {

ArrayList<Missile> ms = craft.getMissiles();

for (int i = 0; i < ms.size(); i++) {

Missile m = ms.get(i);

if (m.isVisible()) {

m.move();

} else {

ms.remove(i);

}

}

}

private void updateAliens() {

if (aliens.isEmpty()) {

ingame = false;

return;

}

for (int i = 0; i < aliens.size(); i++) {

Alien a = aliens.get(i);

if (a.isVisible()) {

a.move();

} else {

aliens.remove(i);

}

}

}

public void checkCollisions() {

Rectangle r3 = craft.getBounds();

for (Alien alien : aliens) {

Rectangle r2 = alien.getBounds();

if (r3.intersects(r2)) {

craft.setVisible(false);

alien.setVisible(false);

ingame = false;

}

}

ArrayList<Missile> ms = craft.getMissiles();

for (Missile m : ms) {

Rectangle r1 = m.getBounds();

for (Alien alien : aliens) {

Rectangle r2 = alien.getBounds();

if (r1.intersects(r2)) {

m.setVisible(false);

alien.setVisible(false);

}

}

}

}

private class TAdapter extends KeyAdapter {

@Override

public void keyReleased(KeyEvent e) {

craft.keyReleased(e);

}

@Override

public void keyPressed(KeyEvent e) {

craft.keyPressed(e);

}

}

}

This is the Board class.

private final int[][] pos = {

{2380, 29}, {2500, 59}, {1380, 89},

{780, 109}, {580, 139}, {680, 239},

{790, 259}, {760, 50}, {790, 150},

{980, 209}, {560, 45}, {510, 70},

{930, 159}, {590, 80}, {530, 60},

{940, 59}, {990, 30}, {920, 200},

{900, 259}, {660, 50}, {540, 90},

{810, 220}, {860, 20}, {740, 180},

{820, 128}, {490, 170}, {700, 30}

};

These are the initial positions of alien ships.

public void initAliens() {

aliens = new ArrayList<>();

for (int[] p : pos) {

aliens.add(new Alien(p[0], p[1]));

}

}

The initAliens() method creates a list of alien objects. The aliens take their initial positions from the pos array.

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

if (ingame) {

drawObjects(g);

} else {

drawGameOver(g);

}

Toolkit.getDefaultToolkit().sync();

}

Inside the paintComponent() method, we either draw game sprites or write the game over message. This depends on the ingame variable.

private void drawObjects(Graphics g) {

if (craft.isVisible()) {

g.drawImage(craft.getImage(), craft.getX(), craft.getY(),

this);

}

...

}

The drawObjects() method draws game sprites on the window. First, we draw the craft sprite.

for (Alien a : aliens) {

if (a.isVisible()) {

g.drawImage(a.getImage(), a.getX(), a.getY(), this);

}

}

In this loop we draw all aliens; they are drawn only if they have not been previously destroyed. This is checked by the isVisible() method.

g.setColor(Color.WHITE);

g.drawString("Aliens left: " + aliens.size(), 5, 15);

In the top-left corner of the window, we draw how many aliens are left.

private void drawGameOver(Graphics g) {

String msg = "Game Over";

Font small = new Font("Helvetica", Font.BOLD, 14);

FontMetrics fm = getFontMetrics(small);

g.setColor(Color.white);

g.setFont(small);

g.drawString(msg, (B\_WIDTH - fm.stringWidth(msg)) / 2,

B\_HEIGHT / 2);

}

The drawGameOver() draws a game over message in the middle of the window. The message is displayed at the end of the game, either when we destroy all alien ships or when we collide with one of them.

@Override

public void actionPerformed(ActionEvent e) {

inGame();

updateCraft();

updateMissiles();

updateAliens();

checkCollisions();

repaint();

}

Each action event represents one game cycle. The game logic is factored into specific methods. For instance, the updateMissiles() moves all the available missiles.

private void updateAliens() {

if (aliens.isEmpty()) {

ingame = false;

return;

}

for (int i = 0; i < aliens.size(); i++) {

Alien a = aliens.get(i);

if (a.isVisible()) {

a.move();

} else {

aliens.remove(i);

}

}

}

Inside the updateAliens() method, we first check if there are any alien objects left in the aliens list. The game is finished if the list is empty. If it is not empty, we go trough the list and move all its items. The destroyed aliens are removed from the list.

public void checkCollisions() {

Rectangle r3 = craft.getBounds();

for (Alien alien : aliens) {

Rectangle r2 = alien.getBounds();

if (r3.intersects(r2)) {

craft.setVisible(false);

alien.setVisible(false);

ingame = false;

}

}

...

}

The checkCollisions() method checks for possible collisions. First, we check if the craft object collides with any of the alien objects. We get the rectangles of the objects with the getBounds() method. The intersects() method checks if the two rectangles intersect.

ArrayList<Missile> ms = craft.getMissiles();

for (Missile m : ms) {

Rectangle r1 = m.getBounds();

for (Alien alien : aliens) {

Rectangle r2 = alien.getBounds();

if (r1.intersects(r2)) {

m.setVisible(false);

alien.setVisible(false);

}

}

}

This code checks the collisions between missiles and aliens.

Alien.java

package com.zetcode;

public class Alien extends Sprite {

private final int INITIAL\_X = 400;

public Alien(int x, int y) {

super(x, y);

initAlien();

}

private void initAlien() {

loadImage("alien.png");

getImageDimensions();

}

public void move() {

if (x < 0) {

x = INITIAL\_X;

}

x -= 1;

}

}

This is the Alien class.

public void move() {

if (x < 0) {

x = INITIAL\_X;

}

x -= 1;

}

Aliens return to the screen on the right side after they have disappeared on the left.

Missile.java

package com.zetcode;

public class Missile extends Sprite {

private final int BOARD\_WIDTH = 390;

private final int MISSILE\_SPEED = 2;

public Missile(int x, int y) {

super(x, y);

initMissile();

}

private void initMissile() {

loadImage("missile.png");

getImageDimensions();

}

public void move() {

x += MISSILE\_SPEED;

if (x > BOARD\_WIDTH)

vis = false;

}

}

This is the Missile class.

public void move() {

x += MISSILE\_SPEED;

if (x > BOARD\_WIDTH)

vis = false;

}

Missiles move in one direction only. They disappear after they reach the right window border.

CollisionEx.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class CollisionEx extends JFrame {

public CollisionEx() {

initUI();

}

private void initUI() {

add(new Board());

setResizable(false);

pack();

setTitle("Collision");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

CollisionEx ex = new CollisionEx();

ex.setVisible(true);

}

});

}

}

Finally, this is the main class.
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This chapter was about collision detection

**The Puzzle game**

In this chapter, we will create a simple puzzle game.

**Puzzle**

The goal of this little game is to form a picture. Buttons containing images are moved by clicking on them. Only buttons adjacent to the empty button can be moved.

package com.zetcode;

import java.awt.BorderLayout;

import java.awt.Color;

import java.awt.EventQueue;

import java.awt.Graphics2D;

import java.awt.GridLayout;

import java.awt.Image;

import java.awt.Point;

import java.awt.event.ActionEvent;

import java.awt.event.MouseAdapter;

import java.awt.event.MouseEvent;

import java.awt.image.BufferedImage;

import java.awt.image.CropImageFilter;

import java.awt.image.FilteredImageSource;

import java.io.File;

import java.io.IOException;

import java.util.ArrayList;

import java.util.Collections;

import java.util.List;

import java.util.logging.Level;

import java.util.logging.Logger;

import javax.imageio.ImageIO;

import javax.swing.AbstractAction;

import javax.swing.BorderFactory;

import javax.swing.ImageIcon;

import javax.swing.JButton;

import javax.swing.JComponent;

import javax.swing.JFrame;

import javax.swing.JOptionPane;

import javax.swing.JPanel;

class MyButton extends JButton {

private boolean isLastButton;

public MyButton() {

super();

initUI();

}

public MyButton(Image image) {

super(new ImageIcon(image));

initUI();

}

private void initUI() {

isLastButton = false;

BorderFactory.createLineBorder(Color.gray);

addMouseListener(new MouseAdapter() {

@Override

public void mouseEntered(MouseEvent e) {

setBorder(BorderFactory.createLineBorder(Color.yellow));

}

@Override

public void mouseExited(MouseEvent e) {

setBorder(BorderFactory.createLineBorder(Color.gray));

}

});

}

public void setLastButton() {

isLastButton = true;

}

public boolean isLastButton() {

return isLastButton;

}

}

public class PuzzleEx extends JFrame {

private JPanel panel;

private BufferedImage source;

private ArrayList<MyButton> buttons;

ArrayList<Point> solution = new ArrayList();

private Image image;

private MyButton lastButton;

private int width, height;

private final int DESIRED\_WIDTH = 300;

private BufferedImage resized;

public PuzzleEx() {

initUI();

}

private void initUI() {

solution.add(new Point(0, 0));

solution.add(new Point(0, 1));

solution.add(new Point(0, 2));

solution.add(new Point(1, 0));

solution.add(new Point(1, 1));

solution.add(new Point(1, 2));

solution.add(new Point(2, 0));

solution.add(new Point(2, 1));

solution.add(new Point(2, 2));

solution.add(new Point(3, 0));

solution.add(new Point(3, 1));

solution.add(new Point(3, 2));

buttons = new ArrayList();

panel = new JPanel();

panel.setBorder(BorderFactory.createLineBorder(Color.gray));

panel.setLayout(new GridLayout(4, 3, 0, 0));

try {

source = loadImage();

int h = getNewHeight(source.getWidth(), source.getHeight());

resized = resizeImage(source, DESIRED\_WIDTH, h,

BufferedImage.TYPE\_INT\_ARGB);

} catch (IOException ex) {

Logger.getLogger(PuzzleEx.class.getName()).log(

Level.SEVERE, null, ex);

}

width = resized.getWidth(null);

height = resized.getHeight(null);

add(panel, BorderLayout.CENTER);

for (int i = 0; i < 4; i++) {

for (int j = 0; j < 3; j++) {

image = createImage(new FilteredImageSource(resized.getSource(),

new CropImageFilter(j \* width / 3, i \* height / 4,

(width / 3), height / 4)));

MyButton button = new MyButton(image);

button.putClientProperty("position", new Point(i, j));

if (i == 3 && j == 2) {

lastButton = new MyButton();

lastButton.setBorderPainted(false);

lastButton.setContentAreaFilled(false);

lastButton.setLastButton();

lastButton.putClientProperty("position", new Point(i, j));

} else {

buttons.add(button);

}

}

}

Collections.shuffle(buttons);

buttons.add(lastButton);

for (int i = 0; i < 12; i++) {

MyButton btn = buttons.get(i);

panel.add(btn);

btn.setBorder(BorderFactory.createLineBorder(Color.gray));

btn.addActionListener(new ClickAction());

}

pack();

setTitle("Puzzle");

setResizable(false);

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

private int getNewHeight(int w, int h) {

double ratio = DESIRED\_WIDTH / (double) w;

int newHeight = (int) (h \* ratio);

return newHeight;

}

private BufferedImage loadImage() throws IOException {

BufferedImage bimg = ImageIO.read(new File("icesid.jpg"));

return bimg;

}

private BufferedImage resizeImage(BufferedImage originalImage, int width,

int height, int type) throws IOException {

BufferedImage resizedImage = new BufferedImage(width, height, type);

Graphics2D g = resizedImage.createGraphics();

g.drawImage(originalImage, 0, 0, width, height, null);

g.dispose();

return resizedImage;

}

private class ClickAction extends AbstractAction {

@Override

public void actionPerformed(ActionEvent e) {

checkButton(e);

checkSolution();

}

private void checkButton(ActionEvent e) {

int lidx = 0;

for (MyButton button : buttons) {

if (button.isLastButton()) {

lidx = buttons.indexOf(button);

}

}

JButton button = (JButton) e.getSource();

int bidx = buttons.indexOf(button);

if ((bidx - 1 == lidx) || (bidx + 1 == lidx)

|| (bidx - 3 == lidx) || (bidx + 3 == lidx)) {

Collections.swap(buttons, bidx, lidx);

updateButtons();

}

}

private void updateButtons() {

panel.removeAll();

for (JComponent btn : buttons) {

panel.add(btn);

}

panel.validate();

}

}

private void checkSolution() {

ArrayList<Point> current = new ArrayList();

for (JComponent btn : buttons) {

current.add((Point) btn.getClientProperty("position"));

}

if (compareList(solution, current)) {

JOptionPane.showMessageDialog(panel, "Finished",

"Congratulation", JOptionPane.INFORMATION\_MESSAGE);

}

}

public static boolean compareList(List ls1, List ls2) {

return ls1.toString().contentEquals(ls2.toString());

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

PuzzleEx puzzle = new PuzzleEx();

puzzle.setVisible(true);

}

});

}

}

We use an image of a Sid character from the Ice Age movie. We scale the image and cut it into 12 pieces. These pieces are used by JButton components. The last piece is not used; we have an empty button instead. You can download some reasonably large picture and use it in this game.

addMouseListener(new MouseAdapter() {

@Override

public void mouseEntered(MouseEvent e) {

setBorder(BorderFactory.createLineBorder(Color.yellow));

}

@Override

public void mouseExited(MouseEvent e) {

setBorder(BorderFactory.createLineBorder(Color.gray));

}

});

When we hover a mouse pointer over the button, its border changes to yellow colour.

public boolean isLastButton() {

return isLastButton;

}

There is one button that we call the last button. It is a button that does not have an image. Other buttons swap space with this one.

private final int DESIRED\_WIDTH = 300;

The image that we use to form is scaled to have the desired width. With the getNewHeight() method we calculate the new height, keeping the image's ratio.

solution.add(new Point(0, 0));

solution.add(new Point(0, 1));

solution.add(new Point(0, 2));

solution.add(new Point(1, 0));

...

The solution array list stores the correct order of buttons which forms the image. Each button is identified by one Point.

panel.setLayout(new GridLayout(4, 3, 0, 0));

We use a GridLayout to store our components. The layout consists of 4 rows and 3 columns.

image = createImage(new FilteredImageSource(resized.getSource(),

new CropImageFilter(j \* width / 3, i \* height / 4,

(width / 3), height / 4)));

CropImageFilter is used to cut a rectangular shape from the already resized image source. It is meant to be used in conjunction with a FilteredImageSource object to produce cropped versions of existing images.

button.putClientProperty("position", new Point(i, j));

Buttons are identified by their position client property. It is a point containing the button's correct row and colum position in the picture. These properties are used to find out if we have the correct order of buttons in the window.

if (i == 3 && j == 2) {

lastButton = new MyButton();

lastButton.setBorderPainted(false);

lastButton.setContentAreaFilled(false);

lastButton.setLastButton();

lastButton.putClientProperty("position", new Point(i, j));

} else {

buttons.add(button);

}

The button with no image is called the last button; it is placed at the end of the grid in the bottom-right corner. It is the button that swaps its position with the adjacent button that is being clicked. We set its isLastButton flag with the setLastButton() method.

Collections.shuffle(buttons);

buttons.add(lastButton);

We randomly reorder the elements of the buttons list. The last button, i.e. the button with no image, is inserted at the end of the list. It is not supposed to be shuffled, it always goes at the end when we start the Puzzle game.

for (int i = 0; i < 12; i++) {

MyButton btn = buttons.get(i);

panel.add(btn);

btn.setBorder(BorderFactory.createLineBorder(Color.gray));

btn.addActionListener(new ClickAction());

}

All the components from the buttons list are placed on the panel. We create some gray border around the buttons and add a click action listener.

private int getNewHeight(int w, int h) {

double ratio = DESIRED\_WIDTH / (double) w;

int newHeight = (int) (h \* ratio);

return newHeight;

}

The getNewHeight() method calculates the height of the image based on the desired width. The image's ratio is kept. We scale the image using these values.

private BufferedImage loadImage() throws IOException {

BufferedImage bimg = ImageIO.read(new File("icesid.jpg"));

return bimg;

}

A JPG image is loaded from the disk. ImageIO's read() method returns a BufferedImage, which is Swing's important class for manipulating images.

private BufferedImage resizeImage(BufferedImage originalImage, int width,

int height, int type) throws IOException {

BufferedImage resizedImage = new BufferedImage(width, height, type);

Graphics2D g = resizedImage.createGraphics();

g.drawImage(originalImage, 0, 0, width, height, null);

g.dispose();

return resizedImage;

}

The original image is resized by creating a new BufferedImage with new dimensions. We paint from the original image into this new buffered image.

private void checkButton(ActionEvent e) {

int lidx = 0;

for (MyButton button : buttons) {

if (button.isLastButton()) {

lidx = buttons.indexOf(button);

}

}

JButton button = (JButton) e.getSource();

int bidx = buttons.indexOf(button);

if ((bidx - 1 == lidx) || (bidx + 1 == lidx)

|| (bidx - 3 == lidx) || (bidx + 3 == lidx)) {

Collections.swap(buttons, bidx, lidx);

updateButtons();

}

}

Buttons are stored in an array list. This list is then mapped to the grid of the panel. We get the indexes of the last button and the clicked button. They are swapped using the Collections.swap() if they are adjacent.

private void updateButtons() {

panel.removeAll();

for (JComponent btn : buttons) {

panel.add(btn);

}

panel.validate();

}

The updateButtons() method maps the list to the panel's grid. First, all components are removed with the removeAll() method. A for loop is used to go trough the buttons list to add the reordered buttons back to the panel's layout manager. Finally, the validate() method implements the new layout.

private void checkSolution() {

ArrayList<Point> current = new ArrayList();

for (JComponent btn : buttons) {

current.add((Point) btn.getClientProperty("position"));

}

if (compareList(solution, current)) {

JOptionPane.showMessageDialog(panel, "Finished",

"Congratulation", JOptionPane.INFORMATION\_MESSAGE);

}

}

Solution checking is done by comparing the list of points of the correctly ordered buttons with the current list containg the order of buttons from the window. A message dialog is shown in case the solution is reached.
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This was a puzzle game.

**Snake**

In this part of the Java 2D games tutorial, we will create a Java Snake game clone.

**Snake**

*Snake* is an older classic video game. It was first created in late 70s. Later it was brought to PCs. In this game the player controls a snake. The objective is to eat as many apples as possible. Each time the snake eats an apple, its body grows. The snake must avoid the walls and its own body. This game is sometimes called *Nibbles*.

**Development**

The size of each of the joints of a snake is 10px. The snake is controlled with the cursor keys. Initially, the snake has three joints. If the game is finished, the "Game Over" message is displayed in the middle of the board.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Font;

import java.awt.FontMetrics;

import java.awt.Graphics;

import java.awt.Image;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel implements ActionListener {

private final int B\_WIDTH = 300;

private final int B\_HEIGHT = 300;

private final int DOT\_SIZE = 10;

private final int ALL\_DOTS = 900;

private final int RAND\_POS = 29;

private final int DELAY = 140;

private final int x[] = new int[ALL\_DOTS];

private final int y[] = new int[ALL\_DOTS];

private int dots;

private int apple\_x;

private int apple\_y;

private boolean leftDirection = false;

private boolean rightDirection = true;

private boolean upDirection = false;

private boolean downDirection = false;

private boolean inGame = true;

private Timer timer;

private Image ball;

private Image apple;

private Image head;

public Board() {

addKeyListener(new TAdapter());

setBackground(Color.black);

setFocusable(true);

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

loadImages();

initGame();

}

private void loadImages() {

ImageIcon iid = new ImageIcon("dot.png");

ball = iid.getImage();

ImageIcon iia = new ImageIcon("apple.png");

apple = iia.getImage();

ImageIcon iih = new ImageIcon("head.png");

head = iih.getImage();

}

private void initGame() {

dots = 3;

for (int z = 0; z < dots; z++) {

x[z] = 50 - z \* 10;

y[z] = 50;

}

locateApple();

timer = new Timer(DELAY, this);

timer.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

private void doDrawing(Graphics g) {

if (inGame) {

g.drawImage(apple, apple\_x, apple\_y, this);

for (int z = 0; z < dots; z++) {

if (z == 0) {

g.drawImage(head, x[z], y[z], this);

} else {

g.drawImage(ball, x[z], y[z], this);

}

}

Toolkit.getDefaultToolkit().sync();

} else {

gameOver(g);

}

}

private void gameOver(Graphics g) {

String msg = "Game Over";

Font small = new Font("Helvetica", Font.BOLD, 14);

FontMetrics metr = getFontMetrics(small);

g.setColor(Color.white);

g.setFont(small);

g.drawString(msg, (B\_WIDTH - metr.stringWidth(msg)) / 2, B\_HEIGHT / 2);

}

private void checkApple() {

if ((x[0] == apple\_x) && (y[0] == apple\_y)) {

dots++;

locateApple();

}

}

private void move() {

for (int z = dots; z > 0; z--) {

x[z] = x[(z - 1)];

y[z] = y[(z - 1)];

}

if (leftDirection) {

x[0] -= DOT\_SIZE;

}

if (rightDirection) {

x[0] += DOT\_SIZE;

}

if (upDirection) {

y[0] -= DOT\_SIZE;

}

if (downDirection) {

y[0] += DOT\_SIZE;

}

}

private void checkCollision() {

for (int z = dots; z > 0; z--) {

if ((z > 4) && (x[0] == x[z]) && (y[0] == y[z])) {

inGame = false;

}

}

if (y[0] >= B\_HEIGHT) {

inGame = false;

}

if (y[0] < 0) {

inGame = false;

}

if (x[0] >= B\_WIDTH) {

inGame = false;

}

if (x[0] < 0) {

inGame = false;

}

if(!inGame) {

timer.stop();

}

}

private void locateApple() {

int r = (int) (Math.random() \* RAND\_POS);

apple\_x = ((r \* DOT\_SIZE));

r = (int) (Math.random() \* RAND\_POS);

apple\_y = ((r \* DOT\_SIZE));

}

@Override

public void actionPerformed(ActionEvent e) {

if (inGame) {

checkApple();

checkCollision();

move();

}

repaint();

}

private class TAdapter extends KeyAdapter {

@Override

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if ((key == KeyEvent.VK\_LEFT) && (!rightDirection)) {

leftDirection = true;

upDirection = false;

downDirection = false;

}

if ((key == KeyEvent.VK\_RIGHT) && (!leftDirection)) {

rightDirection = true;

upDirection = false;

downDirection = false;

}

if ((key == KeyEvent.VK\_UP) && (!downDirection)) {

upDirection = true;

rightDirection = false;

leftDirection = false;

}

if ((key == KeyEvent.VK\_DOWN) && (!upDirection)) {

downDirection = true;

rightDirection = false;

leftDirection = false;

}

}

}

}

First we will define the constants used in our game.

private final int B\_WIDTH = 300;

private final int B\_HEIGHT = 300;

private final int DOT\_SIZE = 10;

private final int ALL\_DOTS = 900;

private final int RAND\_POS = 29;

private final int DELAY = 140;

The B\_WIDTH and B\_HEIGHT constants determine the size of the board. The DOT\_SIZE is the size of the apple and the dot of the snake. The ALL\_DOTS constant defines the maximum number of possible dots on the board (900 = (300\*300)/(10\*10)). The RAND\_POS constant is used to calculate a random position for an apple. The DELAY constant determines the speed of the game.

private final int x[] = new int[ALL\_DOTS];

private final int y[] = new int[ALL\_DOTS];

These two arrays store the x and y coordinates of all joints of a snake.

private void loadImages() {

ImageIcon iid = new ImageIcon("dot.png");

ball = iid.getImage();

ImageIcon iia = new ImageIcon("apple.png");

apple = iia.getImage();

ImageIcon iih = new ImageIcon("head.png");

head = iih.getImage();

}

In the loadImages() method we get the images for the game. The ImageIcon class is used for displaying PNG images.

private void initGame() {

dots = 3;

for (int z = 0; z < dots; z++) {

x[z] = 50 - z \* 10;

y[z] = 50;

}

locateApple();

timer = new Timer(DELAY, this);

timer.start();

}

In the initGame() method we create the snake, randomly locate an apple on the board, and start the timer.

private void checkApple() {

if ((x[0] == apple\_x) && (y[0] == apple\_y)) {

dots++;

locateApple();

}

}

If the apple collides with the head, we increase the number of joints of the snake. We call the locateApple() method which randomly positions a new apple object.

In the move() method we have the key algorithm of the game. To understand it, look at how the snake is moving. We control the head of the snake. We can change its direction with the cursor keys. The rest of the joints move one position up the chain. The second joint moves where the first was, the third joint where the second was etc.

for (int z = dots; z > 0; z--) {

x[z] = x[(z - 1)];

y[z] = y[(z - 1)];

}

This code moves the joints up the chain.

if (leftDirection) {

x[0] -= DOT\_SIZE;

}

This line moves the head to the left.

In the checkCollision() method, we determine if the snake has hit itself or one of the walls.

for (int z = dots; z > 0; z--) {

if ((z > 4) && (x[0] == x[z]) && (y[0] == y[z])) {

inGame = false;

}

}

If the snake hits one of its joints with its head the game is over.

if (y[0] >= B\_HEIGHT) {

inGame = false;

}

The game is finished if the snake hits the bottom of the board.

Snake.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class Snake extends JFrame {

public Snake() {

add(new Board());

setResizable(false);

pack();

setTitle("Snake");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new Snake();

ex.setVisible(true);

}

});

}

}

This is the main class.

setResizable(false);

pack();

The setResizable() method affects the insets of the JFrame container on some platforms. Therefore, it is important to call it before the pack() method. Otherwise, the collision of the snake's head with the right and bottom borders might not work correctly.
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This was the Snake game in Java.

**The Breakout game**

In this part of the Java 2D games tutorial we will create a simple Breakout game clone.

The Breakout is an arcade game originally developed by Atari Inc. The game was created in 1976. In this game, the player moves a paddle on the screen and bounces a ball or balls. The objective is to destroy bricks in the top of the window.

**Development**

In our game, we have one paddle, one ball and 30 bricks. I have created an image for a ball, paddle and a brick in Inkscape. We use a timer to create a game cycle. We do not work with angles, we simply change directions. Top, bottom, left and right. I was inspired by the pybreakout game. It was developed in PyGame library by Nathan Dawson.

The game consists of seven files: Commons.java, Sprite.java, Ball.java, Paddle.java, Brick.java, Board.java, and Breakout.java.

Commons.java

package com.zetcode;

public interface Commons {

public static final int WIDTH = 300;

public static final int HEIGTH = 400;

public static final int BOTTOM\_EDGE = 390;

public static final int N\_OF\_BRICKS = 30;

public static final int INIT\_PADDLE\_X = 200;

public static final int INIT\_PADDLE\_Y = 360;

public static final int INIT\_BALL\_X = 230;

public static final int INIT\_BALL\_Y = 355;

public static final int DELAY = 1000;

public static final int PERIOD = 10;

}

The Commons.java file has some common constants. The WIDTH and HEIGHT constants store the dimensions of the board. When the ball passes the BOTTOM\_EDGE, the game is over. The N\_OF\_BRICKS is the number of bricks in the game. The INIT\_PADDLE\_X and INIT\_PADDLE\_Y are initial coordinates of the paddle object. The INIT\_BALL\_X and INIT\_BALL\_Y are initial coordinates of the ball object. The DELAY is the initial delay in milliseconds before task is to be executed and the PERIOD is the time in milliseconds between successive task executions that form game cycles.

Sprite.java

package com.zetcode;

import java.awt.Image;

import java.awt.Rectangle;

public class Sprite {

protected int x;

protected int y;

protected int i\_width;

protected int i\_heigth;

protected Image image;

public void setX(int x) {

this.x = x;

}

public int getX() {

return x;

}

public void setY(int y) {

this.y = y;

}

public int getY() {

return y;

}

public int getWidth() {

return i\_width;

}

public int getHeight() {

return i\_heigth;

}

Image getImage() {

return image;

}

Rectangle getRect() {

return new Rectangle(x, y,

image.getWidth(null), image.getHeight(null));

}

}

The Sprite class is a base class for all objects in the Board. We put here all methods and variables that are in Ball, Brick, and Paddle objects, like getImage() or getX() methods.

Brick.java

package com.zetcode;

import javax.swing.ImageIcon;

public class Brick extends Sprite {

private boolean destroyed;

public Brick(int x, int y) {

this.x = x;

this.y = y;

ImageIcon ii = new ImageIcon("brick.png");

image = ii.getImage();

i\_width = image.getWidth(null);

i\_heigth = image.getHeight(null);

destroyed = false;

}

public boolean isDestroyed() {

return destroyed;

}

public void setDestroyed(boolean val) {

destroyed = val;

}

}

This is the Brick class.

private boolean destroyed;

In the destroyed variable we keep the state of a brick.

Ball.java

package com.zetcode;

import javax.swing.ImageIcon;

public class Ball extends Sprite implements Commons {

private int xdir;

private int ydir;

public Ball() {

xdir = 1;

ydir = -1;

ImageIcon ii = new ImageIcon("ball.png");

image = ii.getImage();

i\_width = image.getWidth(null);

i\_heigth = image.getHeight(null);

resetState();

}

public void move() {

x += xdir;

y += ydir;

if (x == 0) {

setXDir(1);

}

if (x == WIDTH - i\_width) {

setXDir(-1);

}

if (y == 0) {

setYDir(1);

}

}

private void resetState() {

x = INIT\_BALL\_X;

y = INIT\_BALL\_Y;

}

public void setXDir(int x) {

xdir = x;

}

public void setYDir(int y) {

ydir = y;

}

public int getYDir() {

return ydir;

}

}

This is the Ball class.

public void move() {

x += xdir;

y += ydir;

if (x == 0) {

setXDir(1);

}

if (x == WIDTH - i\_width) {

setXDir(-1);

}

if (y == 0) {

setYDir(1);

}

}

The move() method moves the ball on the Board. If the ball hits the borders, the directions are changed accordingly.

public void setXDir(int x) {

xdir = x;

}

public void setYDir(int y) {

ydir = y;

}

These two methods are called when the ball hits the paddle or a brick.

Paddle.java

package com.zetcode;

import java.awt.event.KeyEvent;

import javax.swing.ImageIcon;

public class Paddle extends Sprite implements Commons {

private int dx;

public Paddle() {

ImageIcon ii = new ImageIcon("paddle.png");

image = ii.getImage();

i\_width = image.getWidth(null);

i\_heigth = image.getHeight(null);

resetState();

}

public void move() {

x += dx;

if (x <= 0) {

x = 0;

}

if (x >= WIDTH - i\_width) {

x = WIDTH - i\_width;

}

}

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = -1;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 1;

}

}

public void keyReleased(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = 0;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 0;

}

}

private void resetState() {

x = INIT\_PADDLE\_X;

y = INIT\_PADDLE\_Y;

}

}

This is the Paddle class. It encapsulates the paddle object in the Breakout game. The paddle is controlled with left and right arrow keys. By pressing the arrow key, we set the direction variable. By releasing the arrow key, we set the dx variable to zero. This way the paddle stops moving.

public void move() {

x += dx;

if (x <= 0) {

x = 0;

}

if (x >= WIDTH - i\_width) {

x = WIDTH - i\_width;

}

}

The paddle moves only in the horizontal direction, so we only update the x coordinate. The if conditions ensure that the paddle does not pass the window edges.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Font;

import java.awt.FontMetrics;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Point;

import java.awt.RenderingHints;

import java.awt.Toolkit;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import java.util.Timer;

import java.util.TimerTask;

import javax.swing.JPanel;

public class Board extends JPanel implements Commons {

private Timer timer;

private String message = "Game Over";

private Ball ball;

private Paddle paddle;

private Brick bricks[];

private boolean ingame = true;

public Board() {

initBoard();

}

private void initBoard() {

addKeyListener(new TAdapter());

setFocusable(true);

bricks = new Brick[N\_OF\_BRICKS];

setDoubleBuffered(true);

timer = new Timer();

timer.scheduleAtFixedRate(new ScheduleTask(), DELAY, PERIOD);

}

@Override

public void addNotify() {

super.addNotify();

gameInit();

}

private void gameInit() {

ball = new Ball();

paddle = new Paddle();

int k = 0;

for (int i = 0; i < 5; i++) {

for (int j = 0; j < 6; j++) {

bricks[k] = new Brick(j \* 40 + 30, i \* 10 + 50);

k++;

}

}

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

Graphics2D g2d = (Graphics2D) g;

g2d.setRenderingHint(RenderingHints.KEY\_ANTIALIASING,

RenderingHints.VALUE\_ANTIALIAS\_ON);

g2d.setRenderingHint(RenderingHints.KEY\_RENDERING,

RenderingHints.VALUE\_RENDER\_QUALITY);

if (ingame) {

drawObjects(g2d);

} else {

gameFinished(g2d);

}

Toolkit.getDefaultToolkit().sync();

}

private void drawObjects(Graphics2D g2d) {

g2d.drawImage(ball.getImage(), ball.getX(), ball.getY(),

ball.getWidth(), ball.getHeight(), this);

g2d.drawImage(paddle.getImage(), paddle.getX(), paddle.getY(),

paddle.getWidth(), paddle.getHeight(), this);

for (int i = 0; i < N\_OF\_BRICKS; i++) {

if (!bricks[i].isDestroyed()) {

g2d.drawImage(bricks[i].getImage(), bricks[i].getX(),

bricks[i].getY(), bricks[i].getWidth(),

bricks[i].getHeight(), this);

}

}

}

private void gameFinished(Graphics2D g2d) {

Font font = new Font("Verdana", Font.BOLD, 18);

FontMetrics metr = this.getFontMetrics(font);

g2d.setColor(Color.BLACK);

g2d.setFont(font);

g2d.drawString(message,

(Commons.WIDTH - metr.stringWidth(message)) / 2,

Commons.WIDTH / 2);

}

private class TAdapter extends KeyAdapter {

@Override

public void keyReleased(KeyEvent e) {

paddle.keyReleased(e);

}

@Override

public void keyPressed(KeyEvent e) {

paddle.keyPressed(e);

}

}

private class ScheduleTask extends TimerTask {

@Override

public void run() {

ball.move();

paddle.move();

checkCollision();

repaint();

}

}

private void stopGame() {

ingame = false;

timer.cancel();

}

private void checkCollision() {

if (ball.getRect().getMaxY() > Commons.BOTTOM\_EDGE) {

stopGame();

}

for (int i = 0, j = 0; i < N\_OF\_BRICKS; i++) {

if (bricks[i].isDestroyed()) {

j++;

}

if (j == N\_OF\_BRICKS) {

message = "Victory";

stopGame();

}

}

if ((ball.getRect()).intersects(paddle.getRect())) {

int paddleLPos = (int) paddle.getRect().getMinX();

int ballLPos = (int) ball.getRect().getMinX();

int first = paddleLPos + 8;

int second = paddleLPos + 16;

int third = paddleLPos + 24;

int fourth = paddleLPos + 32;

if (ballLPos < first) {

ball.setXDir(-1);

ball.setYDir(-1);

}

if (ballLPos >= first && ballLPos < second) {

ball.setXDir(-1);

ball.setYDir(-1 \* ball.getYDir());

}

if (ballLPos >= second && ballLPos < third) {

ball.setXDir(0);

ball.setYDir(-1);

}

if (ballLPos >= third && ballLPos < fourth) {

ball.setXDir(1);

ball.setYDir(-1 \* ball.getYDir());

}

if (ballLPos > fourth) {

ball.setXDir(1);

ball.setYDir(-1);

}

}

for (int i = 0; i < N\_OF\_BRICKS; i++) {

if ((ball.getRect()).intersects(bricks[i].getRect())) {

int ballLeft = (int) ball.getRect().getMinX();

int ballHeight = (int) ball.getRect().getHeight();

int ballWidth = (int) ball.getRect().getWidth();

int ballTop = (int) ball.getRect().getMinY();

Point pointRight = new Point(ballLeft + ballWidth + 1, ballTop);

Point pointLeft = new Point(ballLeft - 1, ballTop);

Point pointTop = new Point(ballLeft, ballTop - 1);

Point pointBottom = new Point(ballLeft, ballTop + ballHeight + 1);

if (!bricks[i].isDestroyed()) {

if (bricks[i].getRect().contains(pointRight)) {

ball.setXDir(-1);

} else if (bricks[i].getRect().contains(pointLeft)) {

ball.setXDir(1);

}

if (bricks[i].getRect().contains(pointTop)) {

ball.setYDir(1);

} else if (bricks[i].getRect().contains(pointBottom)) {

ball.setYDir(-1);

}

bricks[i].setDestroyed(true);

}

}

}

}

}

This is the Board class. Here we put the game logic.

public void gameInit() {

ball = new Ball();

paddle = new Paddle();

int k = 0;

for (int i = 0; i < 5; i++) {

for (int j = 0; j < 6; j++) {

bricks[k] = new Brick(j \* 40 + 30, i \* 10 + 50);

k++;

}

}

}

In the gameInit() method we create a ball, a paddle, and thirty bricks.

if (ingame) {

drawObjects(g2d);

} else {

gameFinished(g2d);

}

Depending on the ingame variable, we either draw all the objects in the drawObjects() method or finish the game with the gameFinished() method.

private void drawObjects(Graphics2D g2d) {

g2d.drawImage(ball.getImage(), ball.getX(), ball.getY(),

ball.getWidth(), ball.getHeight(), this);

g2d.drawImage(paddle.getImage(), paddle.getX(), paddle.getY(),

paddle.getWidth(), paddle.getHeight(), this);

for (int i = 0; i < N\_OF\_BRICKS; i++) {

if (!bricks[i].isDestroyed()) {

g2d.drawImage(bricks[i].getImage(), bricks[i].getX(),

bricks[i].getY(), bricks[i].getWidth(),

bricks[i].getHeight(), this);

}

}

}

The drawObjects() method draws all the objects of the game. The sprites are drawn with the drawImage() method.

private void gameFinished(Graphics2D g2d) {

Font font = new Font("Verdana", Font.BOLD, 18);

FontMetrics metr = this.getFontMetrics(font);

g2d.setColor(Color.BLACK);

g2d.setFont(font);

g2d.drawString(message,

(Commons.WIDTH - metr.stringWidth(message)) / 2,

Commons.WIDTH / 2);

}

The gameFinished() method draws "Game over" or "Victory" to the middle of the window.

private class ScheduleTask extends TimerTask {

@Override

public void run() {

ball.move();

paddle.move();

checkCollision();

repaint();

}

}

The ScheduleTask is triggerd every PERIOD ms. In its run() method, we move the ball and the paddle. We check for possible collisions and repaint the screen.

if (ball.getRect().getMaxY() > Commons.BOTTOM\_EDGE) {

stopGame();

}

If the ball hits the bottom, we stop the game.

for (int i = 0, j = 0; i < N\_OF\_BRICKS; i++) {

if (bricks[i].isDestroyed()) {

j++;

}

if (j == N\_OF\_BRICKS) {

message = "Victory";

stopGame();

}

}

We check how many bricks are destroyed. If we destroyed all N\_OF\_BRICKS bricks, we win the game.

if (ballLPos < first) {

ball.setXDir(-1);

ball.setYDir(-1);

}

If the ball hits the first part of the paddle, we change the direction of the ball to the north-west.

if (bricks[i].getRect().contains(pointTop)) {

ball.setYDir(1);

}

If the ball hits the bottom of the brick, we change the y direction of the ball; it goes down.

Breakout.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class Breakout extends JFrame {

public Breakout() {

initUI();

}

private void initUI() {

add(new Board());

setTitle("Breakout");

setDefaultCloseOperation(EXIT\_ON\_CLOSE);

setSize(Commons.WIDTH, Commons.HEIGTH);

setLocationRelativeTo(null);

setResizable(false);

setVisible(true);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

Breakout game = new Breakout();

game.setVisible(true);

}

});

}

}

And finally, this is the Breakout class which has the main entry method.
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This was the Breakout game.

# Tetris

In this chapter, we will create a Tetris game clone in Java Swing. It is modified and simplified.

## Tetris

The Tetris game is one of the most popular computer games ever created. The original game was designed and programmed by a Russian programmer Alexey Pajitnov in 1985. Since then, Tetris is available on almost every computer platform in lots of variations. Even my mobile phone has a modified version of the Tetris game.

Tetris is called a falling block puzzle game. In this game, we have seven different shapes called tetrominoes. S-shape, Z-shape, T-shape, L-shape, Line-shape, MirroredL-shape and a Square-shape. Each of these shapes is formed with four squares. The shapes are falling down the board. The object of the Tetris game is to move and rotate the shapes, so that they fit as much as possible. If we manage to form a row, the row is destroyed and we score. We play the tetris game until we top out.
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## The development

We do not have images for our tetris game, we draw the tetrominoes using Swing drawing API. Behind every computer game, there is a mathematical model. So it is in Tetris.

Some ideas behind the game.

* We use a Timer class to create a game cycle
* The tetrominoes are drawn
* The shapes move on a square by square basis (not pixel by pixel)
* Mathematically a board is a simple list of numbers

I have simplified the game a bit, so that it is easier to understand. The game starts immediately, after it is launched. We can pause the game by pressing the p key. The space key will drop the tetris piece immediately to the bottom. The d key will drop the piece one line down. (It can be used to speed up the falling a bit.) The game goes at constant speed, no acceleration is implemented. The score is the number of lines that we have removed.

Tetris.java

package tetris;

import java.awt.BorderLayout;

import javax.swing.JFrame;

import javax.swing.JLabel;

public class Tetris extends JFrame {

JLabel statusbar;

public Tetris() {

statusbar = new JLabel(" 0");

add(statusbar, BorderLayout.SOUTH);

Board board = new Board(this);

add(board);

board.start();

setSize(200, 400);

setTitle("Tetris");

setDefaultCloseOperation(EXIT\_ON\_CLOSE);

}

public JLabel getStatusBar() {

return statusbar;

}

public static void main(String[] args) {

Tetris game = new Tetris();

game.setLocationRelativeTo(null);

game.setVisible(true);

}

}

In the Tetris.java file, we set up the game. We create a board on which we play the game. We create a statusbar.

board.start();

The start() method starts the Tetris game. Immediately, after the window appears on the screen.

Shape.java

package tetris;

import java.util.Random;

import java.lang.Math;

public class Shape {

enum Tetrominoes { NoShape, ZShape, SShape, LineShape,

TShape, SquareShape, LShape, MirroredLShape };

private Tetrominoes pieceShape;

private int coords[][];

private int[][][] coordsTable;

public Shape() {

coords = new int[4][2];

setShape(Tetrominoes.NoShape);

}

public void setShape(Tetrominoes shape) {

coordsTable = new int[][][] {

{ { 0, 0 }, { 0, 0 }, { 0, 0 }, { 0, 0 } },

{ { 0, -1 }, { 0, 0 }, { -1, 0 }, { -1, 1 } },

{ { 0, -1 }, { 0, 0 }, { 1, 0 }, { 1, 1 } },

{ { 0, -1 }, { 0, 0 }, { 0, 1 }, { 0, 2 } },

{ { -1, 0 }, { 0, 0 }, { 1, 0 }, { 0, 1 } },

{ { 0, 0 }, { 1, 0 }, { 0, 1 }, { 1, 1 } },

{ { -1, -1 }, { 0, -1 }, { 0, 0 }, { 0, 1 } },

{ { 1, -1 }, { 0, -1 }, { 0, 0 }, { 0, 1 } }

};

for (int i = 0; i < 4 ; i++) {

for (int j = 0; j < 2; ++j) {

coords[i][j] = coordsTable[shape.ordinal()][i][j];

}

}

pieceShape = shape;

}

private void setX(int index, int x) { coords[index][0] = x; }

private void setY(int index, int y) { coords[index][1] = y; }

public int x(int index) { return coords[index][0]; }

public int y(int index) { return coords[index][1]; }

public Tetrominoes getShape() { return pieceShape; }

public void setRandomShape()

{

Random r = new Random();

int x = Math.abs(r.nextInt()) % 7 + 1;

Tetrominoes[] values = Tetrominoes.values();

setShape(values[x]);

}

public int minX()

{

int m = coords[0][0];

for (int i=0; i < 4; i++) {

m = Math.min(m, coords[i][0]);

}

return m;

}

public int minY()

{

int m = coords[0][1];

for (int i=0; i < 4; i++) {

m = Math.min(m, coords[i][1]);

}

return m;

}

public Shape rotateLeft()

{

if (pieceShape == Tetrominoes.SquareShape)

return this;

Shape result = new Shape();

result.pieceShape = pieceShape;

for (int i = 0; i < 4; ++i) {

result.setX(i, y(i));

result.setY(i, -x(i));

}

return result;

}

public Shape rotateRight()

{

if (pieceShape == Tetrominoes.SquareShape)

return this;

Shape result = new Shape();

result.pieceShape = pieceShape;

for (int i = 0; i < 4; ++i) {

result.setX(i, -y(i));

result.setY(i, x(i));

}

return result;

}

}

The Shape class provides information about a tetris piece.

enum Tetrominoes { NoShape, ZShape, SShape, LineShape,

TShape, SquareShape, LShape, MirroredLShape };

The Tetrominoes enum holds all seven tetris shapes. Plus the empty shape called here NoShape.

public Shape() {

coords = new int[4][2];

setShape(Tetrominoes.NoShape);

}

This is the constructor of the Shape class. The coords array holds the actual coordinates of a Tetris piece.

coordsTable = new int[][][] {

{ { 0, 0 }, { 0, 0 }, { 0, 0 }, { 0, 0 } },

{ { 0, -1 }, { 0, 0 }, { -1, 0 }, { -1, 1 } },

{ { 0, -1 }, { 0, 0 }, { 1, 0 }, { 1, 1 } },

{ { 0, -1 }, { 0, 0 }, { 0, 1 }, { 0, 2 } },

{ { -1, 0 }, { 0, 0 }, { 1, 0 }, { 0, 1 } },

{ { 0, 0 }, { 1, 0 }, { 0, 1 }, { 1, 1 } },

{ { -1, -1 }, { 0, -1 }, { 0, 0 }, { 0, 1 } },

{ { 1, -1 }, { 0, -1 }, { 0, 0 }, { 0, 1 } }

};

The coordsTable array holds all possible coordinate values of our tetris pieces. This is a template from which all pieces take their coordiate values.

for (int i = 0; i < 4 ; i++) {

for (int j = 0; j < 2; ++j) {

coords[i][j] = coordsTable[shape.ordinal()][i][j];

}

}

Here we put one row of the coordiate values from the coordsTable to a coords array of a tetris piece. Note the use of the ordinal() method. In C++, an enum type is esencially an integer. Unlike in C++, Java enums are full classes. And the ordinal() method returns the current position of the enum type in the enum object.

The following image will help understand the coordinate values a bit more. The coords array saves the coordinates of the tetris piece. For example, numbers { 0, -1 }, { 0, 0 }, { -1, 0 }, { -1, 1 }, represent a rotated S-shape. The following diagram illustrates the shape.
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public Shape rotateLeft()

{

if (pieceShape == Tetrominoes.SquareShape)

return this;

Shape result = new Shape();

result.pieceShape = pieceShape;

for (int i = 0; i < 4; ++i) {

result.setX(i, y(i));

result.setY(i, -x(i));

}

return result;

}

This code rotates the piece to the left. The square does not have to be rotated. That's why we simply return the reference to the current object. Looking at the previous image will help to understand the rotation.

Board.java

package tetris;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Graphics;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import javax.swing.JLabel;

import javax.swing.JPanel;

import javax.swing.Timer;

import tetris.Shape.Tetrominoes;

public class Board extends JPanel implements ActionListener {

final int BoardWidth = 10;

final int BoardHeight = 22;

Timer timer;

boolean isFallingFinished = false;

boolean isStarted = false;

boolean isPaused = false;

int numLinesRemoved = 0;

int curX = 0;

int curY = 0;

JLabel statusbar;

Shape curPiece;

Tetrominoes[] board;

public Board(Tetris parent) {

setFocusable(true);

curPiece = new Shape();

timer = new Timer(400, this);

timer.start();

statusbar = parent.getStatusBar();

board = new Tetrominoes[BoardWidth \* BoardHeight];

addKeyListener(new TAdapter());

clearBoard();

}

public void actionPerformed(ActionEvent e) {

if (isFallingFinished) {

isFallingFinished = false;

newPiece();

} else {

oneLineDown();

}

}

int squareWidth() { return (int) getSize().getWidth() / BoardWidth; }

int squareHeight() { return (int) getSize().getHeight() / BoardHeight; }

Tetrominoes shapeAt(int x, int y) { return board[(y \* BoardWidth) + x]; }

public void start()

{

if (isPaused)

return;

isStarted = true;

isFallingFinished = false;

numLinesRemoved = 0;

clearBoard();

newPiece();

timer.start();

}

private void pause()

{

if (!isStarted)

return;

isPaused = !isPaused;

if (isPaused) {

timer.stop();

statusbar.setText("paused");

} else {

timer.start();

statusbar.setText(String.valueOf(numLinesRemoved));

}

repaint();

}

public void paint(Graphics g)

{

super.paint(g);

Dimension size = getSize();

int boardTop = (int) size.getHeight() - BoardHeight \* squareHeight();

for (int i = 0; i < BoardHeight; ++i) {

for (int j = 0; j < BoardWidth; ++j) {

Tetrominoes shape = shapeAt(j, BoardHeight - i - 1);

if (shape != Tetrominoes.NoShape)

drawSquare(g, 0 + j \* squareWidth(),

boardTop + i \* squareHeight(), shape);

}

}

if (curPiece.getShape() != Tetrominoes.NoShape) {

for (int i = 0; i < 4; ++i) {

int x = curX + curPiece.x(i);

int y = curY - curPiece.y(i);

drawSquare(g, 0 + x \* squareWidth(),

boardTop + (BoardHeight - y - 1) \* squareHeight(),

curPiece.getShape());

}

}

}

private void dropDown()

{

int newY = curY;

while (newY > 0) {

if (!tryMove(curPiece, curX, newY - 1))

break;

--newY;

}

pieceDropped();

}

private void oneLineDown()

{

if (!tryMove(curPiece, curX, curY - 1))

pieceDropped();

}

private void clearBoard()

{

for (int i = 0; i < BoardHeight \* BoardWidth; ++i)

board[i] = Tetrominoes.NoShape;

}

private void pieceDropped()

{

for (int i = 0; i < 4; ++i) {

int x = curX + curPiece.x(i);

int y = curY - curPiece.y(i);

board[(y \* BoardWidth) + x] = curPiece.getShape();

}

removeFullLines();

if (!isFallingFinished)

newPiece();

}

private void newPiece()

{

curPiece.setRandomShape();

curX = BoardWidth / 2 + 1;

curY = BoardHeight - 1 + curPiece.minY();

if (!tryMove(curPiece, curX, curY)) {

curPiece.setShape(Tetrominoes.NoShape);

timer.stop();

isStarted = false;

statusbar.setText("game over");

}

}

private boolean tryMove(Shape newPiece, int newX, int newY)

{

for (int i = 0; i < 4; ++i) {

int x = newX + newPiece.x(i);

int y = newY - newPiece.y(i);

if (x < 0 || x >= BoardWidth || y < 0 || y >= BoardHeight)

return false;

if (shapeAt(x, y) != Tetrominoes.NoShape)

return false;

}

curPiece = newPiece;

curX = newX;

curY = newY;

repaint();

return true;

}

private void removeFullLines()

{

int numFullLines = 0;

for (int i = BoardHeight - 1; i >= 0; --i) {

boolean lineIsFull = true;

for (int j = 0; j < BoardWidth; ++j) {

if (shapeAt(j, i) == Tetrominoes.NoShape) {

lineIsFull = false;

break;

}

}

if (lineIsFull) {

++numFullLines;

for (int k = i; k < BoardHeight - 1; ++k) {

for (int j = 0; j < BoardWidth; ++j)

board[(k \* BoardWidth) + j] = shapeAt(j, k + 1);

}

}

}

if (numFullLines > 0) {

numLinesRemoved += numFullLines;

statusbar.setText(String.valueOf(numLinesRemoved));

isFallingFinished = true;

curPiece.setShape(Tetrominoes.NoShape);

repaint();

}

}

private void drawSquare(Graphics g, int x, int y, Tetrominoes shape)

{

Color colors[] = { new Color(0, 0, 0), new Color(204, 102, 102),

new Color(102, 204, 102), new Color(102, 102, 204),

new Color(204, 204, 102), new Color(204, 102, 204),

new Color(102, 204, 204), new Color(218, 170, 0)

};

Color color = colors[shape.ordinal()];

g.setColor(color);

g.fillRect(x + 1, y + 1, squareWidth() - 2, squareHeight() - 2);

g.setColor(color.brighter());

g.drawLine(x, y + squareHeight() - 1, x, y);

g.drawLine(x, y, x + squareWidth() - 1, y);

g.setColor(color.darker());

g.drawLine(x + 1, y + squareHeight() - 1,

x + squareWidth() - 1, y + squareHeight() - 1);

g.drawLine(x + squareWidth() - 1, y + squareHeight() - 1,

x + squareWidth() - 1, y + 1);

}

class TAdapter extends KeyAdapter {

public void keyPressed(KeyEvent e) {

if (!isStarted || curPiece.getShape() == Tetrominoes.NoShape) {

return;

}

int keycode = e.getKeyCode();

if (keycode == 'p' || keycode == 'P') {

pause();

return;

}

if (isPaused)

return;

switch (keycode) {

case KeyEvent.VK\_LEFT:

tryMove(curPiece, curX - 1, curY);

break;

case KeyEvent.VK\_RIGHT:

tryMove(curPiece, curX + 1, curY);

break;

case KeyEvent.VK\_DOWN:

tryMove(curPiece.rotateRight(), curX, curY);

break;

case KeyEvent.VK\_UP:

tryMove(curPiece.rotateLeft(), curX, curY);

break;

case KeyEvent.VK\_SPACE:

dropDown();

break;

case 'd':

oneLineDown();

break;

case 'D':

oneLineDown();

break;

}

}

}

}

Finally, we have the Board.java file. This is where the game logic is located.

...

isFallingFinished = false;

isStarted = false;

isPaused = false;

numLinesRemoved = 0;

curX = 0;

curY = 0;

...

We initialize some important variables. The isFallingFinished variable determines if the tetris shape has finished falling and we then need to create a new shape. The numLinesRemoved counts the number of lines we have removed so far. The curX and curY variables determine the actual position of the falling tetris shape.

setFocusable(true);

We must explicitly call the setFocusable() method. From now, the board has the keyboard input.

timer = new Timer(400, this);

timer.start();

Timer object fires one or more action events after a specified delay. In our case, the timer calls the actionPerformed() method each 400 ms.

public void actionPerformed(ActionEvent e) {

if (isFallingFinished) {

isFallingFinished = false;

newPiece();

} else {

oneLineDown();

}

}

The actionPerformed() method checks if the falling has finished. If so, a new piece is created. If not, the falling tetris piece goes one line down.

Inside the paint() method, we draw the all objects on the board. The painting has two steps.

for (int i = 0; i < BoardHeight; ++i) {

for (int j = 0; j < BoardWidth; ++j) {

Tetrominoes shape = shapeAt(j, BoardHeight - i - 1);

if (shape != Tetrominoes.NoShape)

drawSquare(g, 0 + j \* squareWidth(),

boardTop + i \* squareHeight(), shape);

}

}

In the first step we paint all the shapes, or remains of the shapes that have been dropped to the bottom of the board. All the squares are rememberd in the board array. We access it using the shapeAt() method.

if (curPiece.getShape() != Tetrominoes.NoShape) {

for (int i = 0; i < 4; ++i) {

int x = curX + curPiece.x(i);

int y = curY - curPiece.y(i);

drawSquare(g, 0 + x \* squareWidth(),

boardTop + (BoardHeight - y - 1) \* squareHeight(),

curPiece.getShape());

}

}

In the second step, we paint the actual falling piece.

private void dropDown()

{

int newY = curY;

while (newY > 0) {

if (!tryMove(curPiece, curX, newY - 1))

break;

--newY;

}

pieceDropped();

}

If we press the space key, the piece is dropped to the bottom. We simply try to drop the piece one line down until it reaches the bottom or the top of another fallen tetris piece.

private void clearBoard()

{

for (int i = 0; i < BoardHeight \* BoardWidth; ++i)

board[i] = Tetrominoes.NoShape;

}

The clearBoard() method fills the board with empty NoSpapes. This is later used at collision detection.

private void pieceDropped()

{

for (int i = 0; i < 4; ++i) {

int x = curX + curPiece.x(i);

int y = curY - curPiece.y(i);

board[(y \* BoardWidth) + x] = curPiece.getShape();

}

removeFullLines();

if (!isFallingFinished)

newPiece();

}

The pieceDropped() method puts the falling piece into the board array. Once again, the board holds all the squares of the pieces and remains of the pieces that has finished falling. When the piece has finished falling, it is time to check if we can remove some lines off the board. This is the job of the removeFullLines() method. Then we create a new piece. More precisely, we try to create a new piece.

private void newPiece()

{

curPiece.setRandomShape();

curX = BoardWidth / 2 + 1;

curY = BoardHeight - 1 + curPiece.minY();

if (!tryMove(curPiece, curX, curY)) {

curPiece.setShape(Tetrominoes.NoShape);

timer.stop();

isStarted = false;

statusbar.setText("game over");

}

}

The newPiece() method creates a new tetris piece. The piece gets a new random shape. Then we compute the initial curX and curY values. If we cannot move to the initial positions, the game is over. We top out. The timer is stopped. We put game over string on the statusbar.

private boolean tryMove(Shape newPiece, int newX, int newY)

{

for (int i = 0; i < 4; ++i) {

int x = newX + newPiece.x(i);

int y = newY - newPiece.y(i);

if (x < 0 || x >= BoardWidth || y < 0 || y >= BoardHeight)

return false;

if (shapeAt(x, y) != Tetrominoes.NoShape)

return false;

}

curPiece = newPiece;

curX = newX;

curY = newY;

repaint();

return true;

}

The tryMove() method tries to move the tetris piece. The method returns false if it has reached the board boundaries or it is adjacent to the already fallen tetris pieces.

for (int i = BoardHeight - 1; i >= 0; --i) {

boolean lineIsFull = true;

for (int j = 0; j < BoardWidth; ++j) {

if (shapeAt(j, i) == Tetrominoes.NoShape) {

lineIsFull = false;

break;

}

}

if (lineIsFull) {

++numFullLines;

for (int k = i; k < BoardHeight - 1; ++k) {

for (int j = 0; j < BoardWidth; ++j)

board[(k \* BoardWidth) + j] = shapeAt(j, k + 1);

}

}

}

Inside the removeFullLines() method, we check if there is any full row among all rows in the board. If there is at least one full line, it is removed. After finding a full line we increase the counter. We move all the lines above the full row one line down. This way we destroy the full line. Notice that in our Tetris game, we use so called naive gravity. This means that the squares may be left floating above empty gaps.

Every tetris piece has four squares. Each of the squares is drawn with the drawSquare() method. Tetris pieces have different colours.

g.setColor(color.brighter());

g.drawLine(x, y + squareHeight() - 1, x, y);

g.drawLine(x, y, x + squareWidth() - 1, y);

The left and top sides of a square are drawn with a brighter colour. Similarly, the bottom and right sides are drawn with darker colours. This is to simulate a 3D edge.

We control the game with a keyboard. The control mechanism is implemented with a KeyAdapter. This is an inner class that overrides the keyPressed() method.

case KeyEvent.VK\_RIGHT:

tryMove(curPiece, curX + 1, curY);

break;

If we pressed the left arrow key, we try to move the falling piece one square to the left.

![Tetris](data:image/png;base64,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)Figure: Tetris

This was the Tetris game.

# Pacman

In this part of the Java 2D games tutorial we will create a simple Pacman game clone.

Pacman is an arcade game originally developed by a Japanese company Namco in 1980. Pacman became one of the most popular arcade games ever created.

## Development

The following code example is a remake of a Pacman game by Brian Postma available at [http://www.brianpostma.com](http://www.brianpostma.com/java.html). The code is modified and simplified so that it is easier to understand.

The goal of the game is to collect all the points in the maze and avoid the ghosts. The Pacman is animated in two ways: his position in the maze and his body. We animate his body with four images, depending on the direction. The animation is used to create the illusion of Pacman opening and closing his mouth. The maze consists of 15x15 squares. The structure of the maze is based on a simple array of integers. Pacman has three lives. We also count the score.

The game consists of two files: Board.java and Pacman.java.

Board.java

package com.zetcode;

import java.awt.BasicStroke;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Event;

import java.awt.Font;

import java.awt.FontMetrics;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Image;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel implements ActionListener {

private Dimension d;

private final Font smallfont = new Font("Helvetica", Font.BOLD, 14);

private Image ii;

private final Color dotcolor = new Color(192, 192, 0);

private Color mazecolor;

private boolean ingame = false;

private boolean dying = false;

private final int blocksize = 24;

private final int nrofblocks = 15;

private final int scrsize = nrofblocks \* blocksize;

private final int pacanimdelay = 2;

private final int pacmananimcount = 4;

private final int maxghosts = 12;

private final int pacmanspeed = 6;

private int pacanimcount = pacanimdelay;

private int pacanimdir = 1;

private int pacmananimpos = 0;

private int nrofghosts = 6;

private int pacsleft, score;

private int[] dx, dy;

private int[] ghostx, ghosty, ghostdx, ghostdy, ghostspeed;

private Image ghost;

private Image pacman1, pacman2up, pacman2left, pacman2right, pacman2down;

private Image pacman3up, pacman3down, pacman3left, pacman3right;

private Image pacman4up, pacman4down, pacman4left, pacman4right;

private int pacmanx, pacmany, pacmandx, pacmandy;

private int reqdx, reqdy, viewdx, viewdy;

private final short leveldata[] = {

19, 26, 26, 26, 18, 18, 18, 18, 18, 18, 18, 18, 18, 18, 22,

21, 0, 0, 0, 17, 16, 16, 16, 16, 16, 16, 16, 16, 16, 20,

21, 0, 0, 0, 17, 16, 16, 16, 16, 16, 16, 16, 16, 16, 20,

21, 0, 0, 0, 17, 16, 16, 24, 16, 16, 16, 16, 16, 16, 20,

17, 18, 18, 18, 16, 16, 20, 0, 17, 16, 16, 16, 16, 16, 20,

17, 16, 16, 16, 16, 16, 20, 0, 17, 16, 16, 16, 16, 24, 20,

25, 16, 16, 16, 24, 24, 28, 0, 25, 24, 24, 16, 20, 0, 21,

1, 17, 16, 20, 0, 0, 0, 0, 0, 0, 0, 17, 20, 0, 21,

1, 17, 16, 16, 18, 18, 22, 0, 19, 18, 18, 16, 20, 0, 21,

1, 17, 16, 16, 16, 16, 20, 0, 17, 16, 16, 16, 20, 0, 21,

1, 17, 16, 16, 16, 16, 20, 0, 17, 16, 16, 16, 20, 0, 21,

1, 17, 16, 16, 16, 16, 16, 18, 16, 16, 16, 16, 20, 0, 21,

1, 17, 16, 16, 16, 16, 16, 16, 16, 16, 16, 16, 20, 0, 21,

1, 25, 24, 24, 24, 24, 24, 24, 24, 24, 16, 16, 16, 18, 20,

9, 8, 8, 8, 8, 8, 8, 8, 8, 8, 25, 24, 24, 24, 28

};

private final int validspeeds[] = {1, 2, 3, 4, 6, 8};

private final int maxspeed = 6;

private int currentspeed = 3;

private short[] screendata;

private Timer timer;

public Board() {

loadImages();

initVariables();

addKeyListener(new TAdapter());

setFocusable(true);

setBackground(Color.black);

setDoubleBuffered(true);

}

private void initVariables() {

screendata = new short[nrofblocks \* nrofblocks];

mazecolor = new Color(5, 100, 5);

d = new Dimension(400, 400);

ghostx = new int[maxghosts];

ghostdx = new int[maxghosts];

ghosty = new int[maxghosts];

ghostdy = new int[maxghosts];

ghostspeed = new int[maxghosts];

dx = new int[4];

dy = new int[4];

timer = new Timer(40, this);

timer.start();

}

@Override

public void addNotify() {

super.addNotify();

initGame();

}

private void doAnim() {

pacanimcount--;

if (pacanimcount <= 0) {

pacanimcount = pacanimdelay;

pacmananimpos = pacmananimpos + pacanimdir;

if (pacmananimpos == (pacmananimcount - 1) || pacmananimpos == 0) {

pacanimdir = -pacanimdir;

}

}

}

private void playGame(Graphics2D g2d) {

if (dying) {

death();

} else {

movePacman();

drawPacman(g2d);

moveGhosts(g2d);

checkMaze();

}

}

private void showIntroScreen(Graphics2D g2d) {

g2d.setColor(new Color(0, 32, 48));

g2d.fillRect(50, scrsize / 2 - 30, scrsize - 100, 50);

g2d.setColor(Color.white);

g2d.drawRect(50, scrsize / 2 - 30, scrsize - 100, 50);

String s = "Press s to start.";

Font small = new Font("Helvetica", Font.BOLD, 14);

FontMetrics metr = this.getFontMetrics(small);

g2d.setColor(Color.white);

g2d.setFont(small);

g2d.drawString(s, (scrsize - metr.stringWidth(s)) / 2, scrsize / 2);

}

private void drawScore(Graphics2D g) {

int i;

String s;

g.setFont(smallfont);

g.setColor(new Color(96, 128, 255));

s = "Score: " + score;

g.drawString(s, scrsize / 2 + 96, scrsize + 16);

for (i = 0; i < pacsleft; i++) {

g.drawImage(pacman3left, i \* 28 + 8, scrsize + 1, this);

}

}

private void checkMaze() {

short i = 0;

boolean finished = true;

while (i < nrofblocks \* nrofblocks && finished) {

if ((screendata[i] & 48) != 0) {

finished = false;

}

i++;

}

if (finished) {

score += 50;

if (nrofghosts < maxghosts) {

nrofghosts++;

}

if (currentspeed < maxspeed) {

currentspeed++;

}

initLevel();

}

}

private void death() {

pacsleft--;

if (pacsleft == 0) {

ingame = false;

}

continueLevel();

}

private void moveGhosts(Graphics2D g2d) {

short i;

int pos;

int count;

for (i = 0; i < nrofghosts; i++) {

if (ghostx[i] % blocksize == 0 && ghosty[i] % blocksize == 0) {

pos = ghostx[i] / blocksize + nrofblocks \* (int) (ghosty[i] / blocksize);

count = 0;

if ((screendata[pos] & 1) == 0 && ghostdx[i] != 1) {

dx[count] = -1;

dy[count] = 0;

count++;

}

if ((screendata[pos] & 2) == 0 && ghostdy[i] != 1) {

dx[count] = 0;

dy[count] = -1;

count++;

}

if ((screendata[pos] & 4) == 0 && ghostdx[i] != -1) {

dx[count] = 1;

dy[count] = 0;

count++;

}

if ((screendata[pos] & 8) == 0 && ghostdy[i] != -1) {

dx[count] = 0;

dy[count] = 1;

count++;

}

if (count == 0) {

if ((screendata[pos] & 15) == 15) {

ghostdx[i] = 0;

ghostdy[i] = 0;

} else {

ghostdx[i] = -ghostdx[i];

ghostdy[i] = -ghostdy[i];

}

} else {

count = (int) (Math.random() \* count);

if (count > 3) {

count = 3;

}

ghostdx[i] = dx[count];

ghostdy[i] = dy[count];

}

}

ghostx[i] = ghostx[i] + (ghostdx[i] \* ghostspeed[i]);

ghosty[i] = ghosty[i] + (ghostdy[i] \* ghostspeed[i]);

drawGhost(g2d, ghostx[i] + 1, ghosty[i] + 1);

if (pacmanx > (ghostx[i] - 12) && pacmanx < (ghostx[i] + 12)

&& pacmany > (ghosty[i] - 12) && pacmany < (ghosty[i] + 12)

&& ingame) {

dying = true;

}

}

}

private void drawGhost(Graphics2D g2d, int x, int y) {

g2d.drawImage(ghost, x, y, this);

}

private void movePacman() {

int pos;

short ch;

if (reqdx == -pacmandx && reqdy == -pacmandy) {

pacmandx = reqdx;

pacmandy = reqdy;

viewdx = pacmandx;

viewdy = pacmandy;

}

if (pacmanx % blocksize == 0 && pacmany % blocksize == 0) {

pos = pacmanx / blocksize + nrofblocks \* (int) (pacmany / blocksize);

ch = screendata[pos];

if ((ch & 16) != 0) {

screendata[pos] = (short) (ch & 15);

score++;

}

if (reqdx != 0 || reqdy != 0) {

if (!((reqdx == -1 && reqdy == 0 && (ch & 1) != 0)

|| (reqdx == 1 && reqdy == 0 && (ch & 4) != 0)

|| (reqdx == 0 && reqdy == -1 && (ch & 2) != 0)

|| (reqdx == 0 && reqdy == 1 && (ch & 8) != 0))) {

pacmandx = reqdx;

pacmandy = reqdy;

viewdx = pacmandx;

viewdy = pacmandy;

}

}

// Check for standstill

if ((pacmandx == -1 && pacmandy == 0 && (ch & 1) != 0)

|| (pacmandx == 1 && pacmandy == 0 && (ch & 4) != 0)

|| (pacmandx == 0 && pacmandy == -1 && (ch & 2) != 0)

|| (pacmandx == 0 && pacmandy == 1 && (ch & 8) != 0)) {

pacmandx = 0;

pacmandy = 0;

}

}

pacmanx = pacmanx + pacmanspeed \* pacmandx;

pacmany = pacmany + pacmanspeed \* pacmandy;

}

private void drawPacman(Graphics2D g2d) {

if (viewdx == -1) {

drawPacnanLeft(g2d);

} else if (viewdx == 1) {

drawPacmanRight(g2d);

} else if (viewdy == -1) {

drawPacmanUp(g2d);

} else {

drawPacmanDown(g2d);

}

}

private void drawPacmanUp(Graphics2D g2d) {

switch (pacmananimpos) {

case 1:

g2d.drawImage(pacman2up, pacmanx + 1, pacmany + 1, this);

break;

case 2:

g2d.drawImage(pacman3up, pacmanx + 1, pacmany + 1, this);

break;

case 3:

g2d.drawImage(pacman4up, pacmanx + 1, pacmany + 1, this);

break;

default:

g2d.drawImage(pacman1, pacmanx + 1, pacmany + 1, this);

break;

}

}

private void drawPacmanDown(Graphics2D g2d) {

switch (pacmananimpos) {

case 1:

g2d.drawImage(pacman2down, pacmanx + 1, pacmany + 1, this);

break;

case 2:

g2d.drawImage(pacman3down, pacmanx + 1, pacmany + 1, this);

break;

case 3:

g2d.drawImage(pacman4down, pacmanx + 1, pacmany + 1, this);

break;

default:

g2d.drawImage(pacman1, pacmanx + 1, pacmany + 1, this);

break;

}

}

private void drawPacnanLeft(Graphics2D g2d) {

switch (pacmananimpos) {

case 1:

g2d.drawImage(pacman2left, pacmanx + 1, pacmany + 1, this);

break;

case 2:

g2d.drawImage(pacman3left, pacmanx + 1, pacmany + 1, this);

break;

case 3:

g2d.drawImage(pacman4left, pacmanx + 1, pacmany + 1, this);

break;

default:

g2d.drawImage(pacman1, pacmanx + 1, pacmany + 1, this);

break;

}

}

private void drawPacmanRight(Graphics2D g2d) {

switch (pacmananimpos) {

case 1:

g2d.drawImage(pacman2right, pacmanx + 1, pacmany + 1, this);

break;

case 2:

g2d.drawImage(pacman3right, pacmanx + 1, pacmany + 1, this);

break;

case 3:

g2d.drawImage(pacman4right, pacmanx + 1, pacmany + 1, this);

break;

default:

g2d.drawImage(pacman1, pacmanx + 1, pacmany + 1, this);

break;

}

}

private void drawMaze(Graphics2D g2d) {

short i = 0;

int x, y;

for (y = 0; y < scrsize; y += blocksize) {

for (x = 0; x < scrsize; x += blocksize) {

g2d.setColor(mazecolor);

g2d.setStroke(new BasicStroke(2));

if ((screendata[i] & 1) != 0) {

g2d.drawLine(x, y, x, y + blocksize - 1);

}

if ((screendata[i] & 2) != 0) {

g2d.drawLine(x, y, x + blocksize - 1, y);

}

if ((screendata[i] & 4) != 0) {

g2d.drawLine(x + blocksize - 1, y, x + blocksize - 1,

y + blocksize - 1);

}

if ((screendata[i] & 8) != 0) {

g2d.drawLine(x, y + blocksize - 1, x + blocksize - 1,

y + blocksize - 1);

}

if ((screendata[i] & 16) != 0) {

g2d.setColor(dotcolor);

g2d.fillRect(x + 11, y + 11, 2, 2);

}

i++;

}

}

}

private void initGame() {

pacsleft = 3;

score = 0;

initLevel();

nrofghosts = 6;

currentspeed = 3;

}

private void initLevel() {

int i;

for (i = 0; i < nrofblocks \* nrofblocks; i++) {

screendata[i] = leveldata[i];

}

continueLevel();

}

private void continueLevel() {

short i;

int dx = 1;

int random;

for (i = 0; i < nrofghosts; i++) {

ghosty[i] = 4 \* blocksize;

ghostx[i] = 4 \* blocksize;

ghostdy[i] = 0;

ghostdx[i] = dx;

dx = -dx;

random = (int) (Math.random() \* (currentspeed + 1));

if (random > currentspeed) {

random = currentspeed;

}

ghostspeed[i] = validspeeds[random];

}

pacmanx = 7 \* blocksize;

pacmany = 11 \* blocksize;

pacmandx = 0;

pacmandy = 0;

reqdx = 0;

reqdy = 0;

viewdx = -1;

viewdy = 0;

dying = false;

}

private void loadImages() {

ghost = new ImageIcon("images/ghost.png").getImage();

pacman1 = new ImageIcon("images/pacman.png").getImage();

pacman2up = new ImageIcon("images/up1.png").getImage();

pacman3up = new ImageIcon("images/up2.png").getImage();

pacman4up = new ImageIcon("images/up3.png").getImage();

pacman2down = new ImageIcon("images/down1.png").getImage();

pacman3down = new ImageIcon("images/down2.png").getImage();

pacman4down = new ImageIcon("images/down3.png").getImage();

pacman2left = new ImageIcon("images/left1.png").getImage();

pacman3left = new ImageIcon("images/left2.png").getImage();

pacman4left = new ImageIcon("images/left3.png").getImage();

pacman2right = new ImageIcon("images/right1.png").getImage();

pacman3right = new ImageIcon("images/right2.png").getImage();

pacman4right = new ImageIcon("images/right3.png").getImage();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.setColor(Color.black);

g2d.fillRect(0, 0, d.width, d.height);

drawMaze(g2d);

drawScore(g2d);

doAnim();

if (ingame) {

playGame(g2d);

} else {

showIntroScreen(g2d);

}

g2d.drawImage(ii, 5, 5, this);

Toolkit.getDefaultToolkit().sync();

g2d.dispose();

}

class TAdapter extends KeyAdapter {

@Override

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if (ingame) {

if (key == KeyEvent.VK\_LEFT) {

reqdx = -1;

reqdy = 0;

} else if (key == KeyEvent.VK\_RIGHT) {

reqdx = 1;

reqdy = 0;

} else if (key == KeyEvent.VK\_UP) {

reqdx = 0;

reqdy = -1;

} else if (key == KeyEvent.VK\_DOWN) {

reqdx = 0;

reqdy = 1;

} else if (key == KeyEvent.VK\_ESCAPE && timer.isRunning()) {

ingame = false;

} else if (key == KeyEvent.VK\_PAUSE) {

if (timer.isRunning()) {

timer.stop();

} else {

timer.start();

}

}

} else {

if (key == 's' || key == 'S') {

ingame = true;

initGame();

}

}

}

@Override

public void keyReleased(KeyEvent e) {

int key = e.getKeyCode();

if (key == Event.LEFT || key == Event.RIGHT

|| key == Event.UP || key == Event.DOWN) {

reqdx = 0;

reqdy = 0;

}

}

}

@Override

public void actionPerformed(ActionEvent e) {

repaint();

}

}

The Pacman is controlled with the cursor keys. The Esc key finishes the game, the Pause key pauses it.

private int pacmanx, pacmany, pacmandx, pacmandy;

The first two variables store the x and y coordinates of the Pacman sprite. The last two variables are the delta changes in horizontal and vertical directions.

private final short leveldata[] = {

19, 26, 26, 26, 18, 18, 18, 18, ...

};

These numbers make up the maze. They provide information out of which we create the corners and the points. Number 1 is a left corner. Numbers 2, 4 and 8 represent top, right, bottom corners respectively. Number 16 is a point. These number can be added, for example number 19 in the upper left corner means that the square will have top and left borders and a point (16 + 2 + 1).

private void doAnim() {

pacanimcount--;

if (pacanimcount <= 0) {

pacanimcount = pacanimdelay;

pacmananimpos = pacmananimpos + pacanimdir;

if (pacmananimpos == (pacmananimcount - 1) || pacmananimpos == 0) {

pacanimdir = -pacanimdir;

}

}

}

The doAnim() counts the pacmananimpos variable which determines what pacman image is drawn. There are four pacman images. There is also a pacanimdelay variable which makes the animation a bit slower. Otherwise the pacman would open his mouth too fast.

boolean finished = true;

while (i < nrofblocks \* nrofblocks && finished) {

if ((screendata[i] & 48) != 0) {

finished = false;

}

i++;

}

This code is part of the checkMaze() method. It checks if there are any points left for the Pacman to eat. Number 16 stands for a point. If all points are consumed, we move to the next level. (In our case, we just restart the game.)

Next we will examine the moveGhosts() method. The ghosts move one square and then decide if they change the direction.

if (ghostx[i] % blocksize == 0 && ghosty[i] % blocksize == 0) {

We continue only if we have finished moving one square.

pos = ghostx[i] / blocksize + nrofblocks \* (int)(ghosty[i] / blocksize);

This line determines where the ghost is situated. In which position/square. There are 225 theoretical positions. (A ghost cannot move over walls.)

if ((screendata[pos] & 1) == 0 && ghostdx[i] != 1) {

dx[count] = -1;

dy[count] = 0;

count++;

}

If there is no obstacle on the left and the ghost is not already moving to the right, the ghost will move to the left. What does this code really mean? If the ghost enters a tunnel, he will continue in the same direction until he is out of the tunnel. Moving of ghosts is partly random. We do not apply this randomness inside long tunnels. The ghost might get stuck there.

if (pacmanx > (ghostx[i] - 12) && pacmanx < (ghostx[i] + 12)

&& pacmany > (ghosty[i] - 12) && pacmany < (ghosty[i] + 12)

&& ingame) {

dying = true;

}

If there is a collision between ghosts and a Pacman, the Pacman dies.

Next we are going to examine the movePacman() method. The reqdx and reqdy variables are determined in the TAdapter inner class. These variables are controlled with cursor keys.

if ((ch & 16) != 0) {

screendata[pos] = (short) (ch & 15);

score++;

}

If the pacman moves to a position with a point, we remove it from the maze and increase the score value.

if ((pacmandx == -1 && pacmandy == 0 && (ch & 1) != 0) ||

(pacmandx == 1 && pacmandy == 0 && (ch & 4) != 0) ||

(pacmandx == 0 && pacmandy == -1 && (ch & 2) != 0) ||

(pacmandx == 0 && pacmandy == 1 && (ch & 8) != 0)) {

pacmandx = 0;

pacmandy = 0;

}

The Pacman stops if he cannot move further it his current direction.

private void drawPacman(Graphics2D g2d) {

if (viewdx == -1) {

drawPacnanLeft(g2d);

} else if (viewdx == 1) {

drawPacmanRight(g2d);

} else if (viewdy == -1) {

drawPacmanUp(g2d);

} else {

drawPacmanDown(g2d);

}

}

There are four possible directions for a Pacman. There are four images for all directions. The images are used to animate Pacman opening and closing his mouth.

The drawMaze() method draws the maze out of the numbers in the screendata array. Number 1 is a left border, 2 is a top border, 4 is a right border, 8 is a bottom border and 16 is a point. We simply go through all 225 squares in the maze. For example we have 9 in the screendata array. We have the first bit (1) and the fourth bit (8) set. So we draw a bottom and a left border on this particular square.

if ((screendata[i] & 1) != 0) {

g2d.drawLine(x, y, x, y + blocksize - 1);

}

We draw a left border if the first bit of a number is set.

Pacman.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class Pacman extends JFrame {

public Pacman() {

initUI();

}

private void initUI() {

add(new Board());

setTitle("Pacman");

setDefaultCloseOperation(EXIT\_ON\_CLOSE);

setSize(380, 420);

setLocationRelativeTo(null);

setVisible(true);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

Pacman ex = new Pacman();

ex.setVisible(true);

}

});

}

}

This is a Pacman file with a main method.
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This was the Pacman game.

# Space Invaders

In this part of the Java 2D games tutorial we will create a simple Space Invaders game clone.

Space Invaders is an arcade video game designed by Tomohiro Nishikado. It was first released in 1978. The player controls a cannon. He is about to save the Earth from invasion of evil space invaders.

## Development

In our Java clone we have 24 invaders. These aliens heavily shell the ground. When the player shoots a missile, he can shoot another one only when it hits an alien or the top of the Board. The player shoots with the Alt key. Aliens launch randomly their bombs. Each alien shoots a bomb only after the previous one hits the bottom.

SpaceInvaders.java

package spaceinvaders;

import javax.swing.JFrame;

public class SpaceInvaders extends JFrame implements Commons {

public SpaceInvaders()

{

add(new Board());

setTitle("Space Invaders");

setDefaultCloseOperation(EXIT\_ON\_CLOSE);

setSize(BOARD\_WIDTH, BOARD\_HEIGTH);

setLocationRelativeTo(null);

setVisible(true);

setResizable(false);

}

public static void main(String[] args) {

new SpaceInvaders();

}

}

This is the main class.

Commons.java

package spaceinvaders;

public interface Commons {

public static final int BOARD\_WIDTH = 358;

public static final int BOARD\_HEIGTH = 350;

public static final int GROUND = 290;

public static final int BOMB\_HEIGHT = 5;

public static final int ALIEN\_HEIGHT = 12;

public static final int ALIEN\_WIDTH = 12;

public static final int BORDER\_RIGHT = 30;

public static final int BORDER\_LEFT = 5;

public static final int GO\_DOWN = 15;

public static final int NUMBER\_OF\_ALIENS\_TO\_DESTROY = 24;

public static final int CHANCE = 5;

public static final int DELAY = 17;

public static final int PLAYER\_WIDTH = 15;

public static final int PLAYER\_HEIGHT = 10;

}

The Commons.java file has some common constants. They are self-explanatory.

Alien.java

package spaceinvaders;

import javax.swing.ImageIcon;

public class Alien extends Sprite {

private Bomb bomb;

private final String shot = "../spacepix/alien.png";

public Alien(int x, int y) {

this.x = x;

this.y = y;

bomb = new Bomb(x, y);

ImageIcon ii = new ImageIcon(this.getClass().getResource(shot));

setImage(ii.getImage());

}

public void act(int direction) {

this.x += direction;

}

public Bomb getBomb() {

return bomb;

}

public class Bomb extends Sprite {

private final String bomb = "../spacepix/bomb.png";

private boolean destroyed;

public Bomb(int x, int y) {

setDestroyed(true);

this.x = x;

this.y = y;

ImageIcon ii = new ImageIcon(this.getClass().getResource(bomb));

setImage(ii.getImage());

}

public void setDestroyed(boolean destroyed) {

this.destroyed = destroyed;

}

public boolean isDestroyed() {

return destroyed;

}

}

}

This is the Alien sprite. Each alien has an inner Bomb class.

public void act(int direction) {

this.x += direction;

}

The act() method is called from the Board class. It is used to position an alien in horizontal direction.

public Bomb getBomb() {

return bomb;

}

The getBomb() method is called, when the alien is about to drop a bomb.

Player.java

package spaceinvaders;

import java.awt.event.KeyEvent;

import javax.swing.ImageIcon;

public class Player extends Sprite implements Commons{

private final int START\_Y = 280;

private final int START\_X = 270;

private final String player = "../spacepix/player.png";

private int width;

public Player() {

ImageIcon ii = new ImageIcon(this.getClass().getResource(player));

width = ii.getImage().getWidth(null);

setImage(ii.getImage());

setX(START\_X);

setY(START\_Y);

}

public void act() {

x += dx;

if (x <= 2)

x = 2;

if (x >= BOARD\_WIDTH - 2\*width)

x = BOARD\_WIDTH - 2\*width;

}

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT)

{

dx = -2;

}

if (key == KeyEvent.VK\_RIGHT)

{

dx = 2;

}

}

public void keyReleased(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT)

{

dx = 0;

}

if (key == KeyEvent.VK\_RIGHT)

{

dx = 0;

}

}

}

This is the Player sprite. We control the cannon with the cursor keys.

private final int START\_Y = 280;

private final int START\_X = 270;

These are the initial coordinates of the player sprite.

if (key == KeyEvent.VK\_LEFT)

{

dx = -2;

}

If we press the left cursor key, the dx variable is set to -2. Next time the act() method is called, the player moves to the left.

if (key == KeyEvent.VK\_LEFT)

{

dx = 0;

}

if (key == KeyEvent.VK\_RIGHT)

{

dx = 0;

}

If we release the left or the right cursor, the dx variable is set to zero. The player sprite stops moving.

Shot.java

package spaceinvaders;

import javax.swing.ImageIcon;

public class Shot extends Sprite {

private String shot = "../spacepix/shot.png";

private final int H\_SPACE = 6;

private final int V\_SPACE = 1;

public Shot() {

}

public Shot(int x, int y) {

ImageIcon ii = new ImageIcon(this.getClass().getResource(shot));

setImage(ii.getImage());

setX(x + H\_SPACE);

setY(y - V\_SPACE);

}

}

This is the Shot sprite. The shot is triggered with the ALT key. The H\_SPACE and the V\_SPACE constants are used to position the missile appropriately.

Sprite.java

package spaceinvaders;

import java.awt.Image;

public class Sprite {

private boolean visible;

private Image image;

protected int x;

protected int y;

protected boolean dying;

protected int dx;

public Sprite() {

visible = true;

}

public void die() {

visible = false;

}

public boolean isVisible() {

return visible;

}

protected void setVisible(boolean visible) {

this.visible = visible;

}

public void setImage(Image image) {

this.image = image;

}

public Image getImage() {

return image;

}

public void setX(int x) {

this.x = x;

}

public void setY(int y) {

this.y = y;

}

public int getY() {

return y;

}

public int getX() {

return x;

}

public void setDying(boolean dying) {

this.dying = dying;

}

public boolean isDying() {

return this.dying;

}

}

This is the basic Sprite class. Other sprites inherit from it. It has some common functionality.

Board.java

package spaceinvaders;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Font;

import java.awt.FontMetrics;

import java.awt.Graphics;

import java.awt.Toolkit;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import java.util.ArrayList;

import java.util.Iterator;

import java.util.Random;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

public class Board extends JPanel implements Runnable, Commons {

private Dimension d;

private ArrayList aliens;

private Player player;

private Shot shot;

private int alienX = 150;

private int alienY = 5;

private int direction = -1;

private int deaths = 0;

private boolean ingame = true;

private final String expl = "../spacepix/explosion.png";

private final String alienpix = "../spacepix/alien.png";

private String message = "Game Over";

private Thread animator;

public Board()

{

addKeyListener(new TAdapter());

setFocusable(true);

d = new Dimension(BOARD\_WIDTH, BOARD\_HEIGTH);

setBackground(Color.black);

gameInit();

setDoubleBuffered(true);

}

public void addNotify() {

super.addNotify();

gameInit();

}

public void gameInit() {

aliens = new ArrayList();

ImageIcon ii = new ImageIcon(this.getClass().getResource(alienpix));

for (int i=0; i < 4; i++) {

for (int j=0; j < 6; j++) {

Alien alien = new Alien(alienX + 18\*j, alienY + 18\*i);

alien.setImage(ii.getImage());

aliens.add(alien);

}

}

player = new Player();

shot = new Shot();

if (animator == null || !ingame) {

animator = new Thread(this);

animator.start();

}

}

public void drawAliens(Graphics g)

{

Iterator it = aliens.iterator();

while (it.hasNext()) {

Alien alien = (Alien) it.next();

if (alien.isVisible()) {

g.drawImage(alien.getImage(), alien.getX(), alien.getY(), this);

}

if (alien.isDying()) {

alien.die();

}

}

}

public void drawPlayer(Graphics g) {

if (player.isVisible()) {

g.drawImage(player.getImage(), player.getX(), player.getY(), this);

}

if (player.isDying()) {

player.die();

ingame = false;

}

}

public void drawShot(Graphics g) {

if (shot.isVisible())

g.drawImage(shot.getImage(), shot.getX(), shot.getY(), this);

}

public void drawBombing(Graphics g) {

Iterator i3 = aliens.iterator();

while (i3.hasNext()) {

Alien a = (Alien) i3.next();

Alien.Bomb b = a.getBomb();

if (!b.isDestroyed()) {

g.drawImage(b.getImage(), b.getX(), b.getY(), this);

}

}

}

public void paint(Graphics g)

{

super.paint(g);

g.setColor(Color.black);

g.fillRect(0, 0, d.width, d.height);

g.setColor(Color.green);

if (ingame) {

g.drawLine(0, GROUND, BOARD\_WIDTH, GROUND);

drawAliens(g);

drawPlayer(g);

drawShot(g);

drawBombing(g);

}

Toolkit.getDefaultToolkit().sync();

g.dispose();

}

public void gameOver()

{

Graphics g = this.getGraphics();

g.setColor(Color.black);

g.fillRect(0, 0, BOARD\_WIDTH, BOARD\_HEIGTH);

g.setColor(new Color(0, 32, 48));

g.fillRect(50, BOARD\_WIDTH/2 - 30, BOARD\_WIDTH-100, 50);

g.setColor(Color.white);

g.drawRect(50, BOARD\_WIDTH/2 - 30, BOARD\_WIDTH-100, 50);

Font small = new Font("Helvetica", Font.BOLD, 14);

FontMetrics metr = this.getFontMetrics(small);

g.setColor(Color.white);

g.setFont(small);

g.drawString(message, (BOARD\_WIDTH - metr.stringWidth(message))/2,

BOARD\_WIDTH/2);

}

public void animationCycle() {

if (deaths == NUMBER\_OF\_ALIENS\_TO\_DESTROY) {

ingame = false;

message = "Game won!";

}

// player

player.act();

// shot

if (shot.isVisible()) {

Iterator it = aliens.iterator();

int shotX = shot.getX();

int shotY = shot.getY();

while (it.hasNext()) {

Alien alien = (Alien) it.next();

int alienX = alien.getX();

int alienY = alien.getY();

if (alien.isVisible() && shot.isVisible()) {

if (shotX >= (alienX) &&

shotX <= (alienX + ALIEN\_WIDTH) &&

shotY >= (alienY) &&

shotY <= (alienY+ALIEN\_HEIGHT) ) {

ImageIcon ii =

new ImageIcon(getClass().getResource(expl));

alien.setImage(ii.getImage());

alien.setDying(true);

deaths++;

shot.die();

}

}

}

int y = shot.getY();

y -= 4;

if (y < 0)

shot.die();

else shot.setY(y);

}

// aliens

Iterator it1 = aliens.iterator();

while (it1.hasNext()) {

Alien a1 = (Alien) it1.next();

int x = a1.getX();

if (x >= BOARD\_WIDTH - BORDER\_RIGHT && direction != -1) {

direction = -1;

Iterator i1 = aliens.iterator();

while (i1.hasNext()) {

Alien a2 = (Alien) i1.next();

a2.setY(a2.getY() + GO\_DOWN);

}

}

if (x <= BORDER\_LEFT && direction != 1) {

direction = 1;

Iterator i2 = aliens.iterator();

while (i2.hasNext()) {

Alien a = (Alien)i2.next();

a.setY(a.getY() + GO\_DOWN);

}

}

}

Iterator it = aliens.iterator();

while (it.hasNext()) {

Alien alien = (Alien) it.next();

if (alien.isVisible()) {

int y = alien.getY();

if (y > GROUND - ALIEN\_HEIGHT) {

ingame = false;

message = "Invasion!";

}

alien.act(direction);

}

}

// bombs

Iterator i3 = aliens.iterator();

Random generator = new Random();

while (i3.hasNext()) {

int shot = generator.nextInt(15);

Alien a = (Alien) i3.next();

Alien.Bomb b = a.getBomb();

if (shot == CHANCE && a.isVisible() && b.isDestroyed()) {

b.setDestroyed(false);

b.setX(a.getX());

b.setY(a.getY());

}

int bombX = b.getX();

int bombY = b.getY();

int playerX = player.getX();

int playerY = player.getY();

if (player.isVisible() && !b.isDestroyed()) {

if ( bombX >= (playerX) &&

bombX <= (playerX+PLAYER\_WIDTH) &&

bombY >= (playerY) &&

bombY <= (playerY+PLAYER\_HEIGHT) ) {

ImageIcon ii =

new ImageIcon(this.getClass().getResource(expl));

player.setImage(ii.getImage());

player.setDying(true);

b.setDestroyed(true);;

}

}

if (!b.isDestroyed()) {

b.setY(b.getY() + 1);

if (b.getY() >= GROUND - BOMB\_HEIGHT) {

b.setDestroyed(true);

}

}

}

}

public void run() {

long beforeTime, timeDiff, sleep;

beforeTime = System.currentTimeMillis();

while (ingame) {

repaint();

animationCycle();

timeDiff = System.currentTimeMillis() - beforeTime;

sleep = DELAY - timeDiff;

if (sleep < 0)

sleep = 2;

try {

Thread.sleep(sleep);

} catch (InterruptedException e) {

System.out.println("interrupted");

}

beforeTime = System.currentTimeMillis();

}

gameOver();

}

private class TAdapter extends KeyAdapter {

public void keyReleased(KeyEvent e) {

player.keyReleased(e);

}

public void keyPressed(KeyEvent e) {

player.keyPressed(e);

int x = player.getX();

int y = player.getY();

if (ingame)

{

if (e.isAltDown()) {

if (!shot.isVisible())

shot = new Shot(x, y);

}

}

}

}

}

The main logic of the game is located in the Board class.

for (int i=0; i < 4; i++) {

for (int j=0; j < 6; j++) {

Alien alien = new Alien(alienX + 18\*j, alienY + 18\*i);

alien.setImage(ii.getImage());

aliens.add(alien);

}

}

player = new Player();

shot = new Shot();

In the gameInit() method we set up 24 aliens. The alien image size is 12x12px. We put 6px space among the aliens. We also create the player and the shot objects.

public void drawBombing(Graphics g) {

Iterator i3 = aliens.iterator();

while (i3.hasNext()) {

Alien a = (Alien) i3.next();

Alien.Bomb b = a.getBomb();

if (!b.isDestroyed()) {

g.drawImage(b.getImage(), b.getX(), b.getY(), this);

}

}

}

The drawBombing() method draws bombs launched by the aliens.

if (ingame) {

g.drawLine(0, GROUND, BOARD\_WIDTH, GROUND);

drawAliens(g);

drawPlayer(g);

drawShot(g);

drawBombing(g);

}

Inside the paint() method, we draw the ground, the aliens, the player, the shot, and the bombs.

Next we will examine the animationCycle() method.

if (deaths == NUMBER\_OF\_ALIENS\_TO\_DESTROY) {

ingame = false;

message = "Game won!";

}

If we destroy all aliens, we win the game. (24 in this game)

if (alien.isVisible() && shot.isVisible()) {

if (shotX >= (alienX) &&

shotX <= (alienX + ALIEN\_WIDTH) &&

shotY >= (alienY) &&

shotY <= (alienY+ALIEN\_HEIGHT) ) {

ImageIcon ii =

new ImageIcon(getClass().getResource(expl));

alien.setImage(ii.getImage());

alien.setDying(true);

deaths++;

shot.die();

}

}

If the shot triggered by the player collides with an alien, the alien ship is destroyed. More precisely, the dying flag is set. We use it to display an explosion. The deaths variable increases and the shot sprite is destroyed.

if (x >= BOARD\_WIDTH - BORDER\_RIGHT && direction != -1) {

direction = -1;

Iterator i1 = aliens.iterator();

while (i1.hasNext()) {

Alien a2 = (Alien) i1.next();

a2.setY(a2.getY() + GO\_DOWN);

}

}

If the aliens reach the right end of the Board, they move down and change their direction to the left.

Iterator it = aliens.iterator();

while (it.hasNext()) {

Alien alien = (Alien) it.next();

if (alien.isVisible()) {

int y = alien.getY();

if (y > GROUND - ALIEN\_HEIGHT) {

ingame = false;

message = "Invasion!";

}

alien.act(direction);

}

}

This code moves aliens. If they reach the bottom, the invasion begins.

int shot = generator.nextInt(15);

Alien a = (Alien) i3.next();

Alien.Bomb b = a.getBomb();

if (shot == CHANCE && a.isVisible() && b.isDestroyed()) {

b.setDestroyed(false);

b.setX(a.getX());

b.setY(a.getY());

}

This is the code that determines whether the alien will drop a bomb. The alien must not be destroyed. Eg. it must be visible. The bomb's destroyed flag must be set. In other words, it is alien's first bomb dropping or previous dropped bomb already hit the ground. If these two conditions are fulfilled, the bombing is left to the chance.

if (!b.isDestroyed()) {

b.setY(b.getY() + 1);

if (b.getY() >= GROUND - BOMB\_HEIGHT) {

b.setDestroyed(true);

}

}

If the bomb is not destroyed, it goes 1px to the ground. If it hits the bottom, the destroyed flag is set. The alien is now ready to drop another bomb.

public void keyReleased(KeyEvent e) {

player.keyReleased(e);

}

The actual processing of this particular KeyEvent is delegated to the player sprite.
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This was the Space Invaders game.

# Minesweeper

In this part of the Java 2D games tutorial, we will create a Minesweeper game clone.

## Minesweeper

Minesweeper is a popular board game shipped with many operating systems by default. The goal of the game is to sweep all mines from a mine field. If the player clicks on the cell which contains a mine, the mine detonates and the game is over. Further a cell can contain a number or it can be blank. The number indicates how many mines are adjacent to this particular cell. We set a mark on a cell by right clicking on it. This way we indicate that we believe, there is a mine.

Board.java

package com.zetcode;

import java.awt.Graphics;

import java.awt.Image;

import java.awt.event.MouseAdapter;

import java.awt.event.MouseEvent;

import java.util.Random;

import javax.swing.ImageIcon;

import javax.swing.JLabel;

import javax.swing.JPanel;

public class Board extends JPanel {

private final int NUM\_IMAGES = 13;

private final int CELL\_SIZE = 15;

private final int COVER\_FOR\_CELL = 10;

private final int MARK\_FOR\_CELL = 10;

private final int EMPTY\_CELL = 0;

private final int MINE\_CELL = 9;

private final int COVERED\_MINE\_CELL = MINE\_CELL + COVER\_FOR\_CELL;

private final int MARKED\_MINE\_CELL = COVERED\_MINE\_CELL + MARK\_FOR\_CELL;

private final int DRAW\_MINE = 9;

private final int DRAW\_COVER = 10;

private final int DRAW\_MARK = 11;

private final int DRAW\_WRONG\_MARK = 12;

private final int N\_MINES = 40;

private final int N\_ROWS = 16;

private final int N\_COLS = 16;

private int[] field;

private boolean inGame;

private int mines\_left;

private Image[] img;

private int all\_cells;

private JLabel statusbar;

public Board(JLabel statusbar) {

this.statusbar = statusbar;

img = new Image[NUM\_IMAGES];

for (int i = 0; i < NUM\_IMAGES; i++) {

img[i] = (new ImageIcon(i + ".png")).getImage();

}

setDoubleBuffered(true);

addMouseListener(new MinesAdapter());

newGame();

}

private void newGame() {

Random random;

int current\_col;

int i = 0;

int position = 0;

int cell = 0;

random = new Random();

inGame = true;

mines\_left = N\_MINES;

all\_cells = N\_ROWS \* N\_COLS;

field = new int[all\_cells];

for (i = 0; i < all\_cells; i++)

field[i] = COVER\_FOR\_CELL;

statusbar.setText(Integer.toString(mines\_left));

i = 0;

while (i < N\_MINES) {

position = (int) (all\_cells \* random.nextDouble());

if ((position < all\_cells) &&

(field[position] != COVERED\_MINE\_CELL)) {

current\_col = position % N\_COLS;

field[position] = COVERED\_MINE\_CELL;

i++;

if (current\_col > 0) {

cell = position - 1 - N\_COLS;

if (cell >= 0)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

cell = position - 1;

if (cell >= 0)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

cell = position + N\_COLS - 1;

if (cell < all\_cells)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

}

cell = position - N\_COLS;

if (cell >= 0)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

cell = position + N\_COLS;

if (cell < all\_cells)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

if (current\_col < (N\_COLS - 1)) {

cell = position - N\_COLS + 1;

if (cell >= 0)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

cell = position + N\_COLS + 1;

if (cell < all\_cells)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

cell = position + 1;

if (cell < all\_cells)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

}

}

}

}

public void find\_empty\_cells(int j) {

int current\_col = j % N\_COLS;

int cell;

if (current\_col > 0) {

cell = j - N\_COLS - 1;

if (cell >= 0)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

cell = j - 1;

if (cell >= 0)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

cell = j + N\_COLS - 1;

if (cell < all\_cells)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

}

cell = j - N\_COLS;

if (cell >= 0)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

cell = j + N\_COLS;

if (cell < all\_cells)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

if (current\_col < (N\_COLS - 1)) {

cell = j - N\_COLS + 1;

if (cell >= 0)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

cell = j + N\_COLS + 1;

if (cell < all\_cells)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

cell = j + 1;

if (cell < all\_cells)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

}

}

@Override

public void paintComponent(Graphics g) {

int cell = 0;

int uncover = 0;

for (int i = 0; i < N\_ROWS; i++) {

for (int j = 0; j < N\_COLS; j++) {

cell = field[(i \* N\_COLS) + j];

if (inGame && cell == MINE\_CELL)

inGame = false;

if (!inGame) {

if (cell == COVERED\_MINE\_CELL) {

cell = DRAW\_MINE;

} else if (cell == MARKED\_MINE\_CELL) {

cell = DRAW\_MARK;

} else if (cell > COVERED\_MINE\_CELL) {

cell = DRAW\_WRONG\_MARK;

} else if (cell > MINE\_CELL) {

cell = DRAW\_COVER;

}

} else {

if (cell > COVERED\_MINE\_CELL)

cell = DRAW\_MARK;

else if (cell > MINE\_CELL) {

cell = DRAW\_COVER;

uncover++;

}

}

g.drawImage(img[cell], (j \* CELL\_SIZE),

(i \* CELL\_SIZE), this);

}

}

if (uncover == 0 && inGame) {

inGame = false;

statusbar.setText("Game won");

} else if (!inGame)

statusbar.setText("Game lost");

}

class MinesAdapter extends MouseAdapter {

@Override

public void mousePressed(MouseEvent e) {

int x = e.getX();

int y = e.getY();

int cCol = x / CELL\_SIZE;

int cRow = y / CELL\_SIZE;

boolean rep = false;

if (!inGame) {

newGame();

repaint();

}

if ((x < N\_COLS \* CELL\_SIZE) && (y < N\_ROWS \* CELL\_SIZE)) {

if (e.getButton() == MouseEvent.BUTTON3) {

if (field[(cRow \* N\_COLS) + cCol] > MINE\_CELL) {

rep = true;

if (field[(cRow \* N\_COLS) + cCol] <= COVERED\_MINE\_CELL) {

if (mines\_left > 0) {

field[(cRow \* N\_COLS) + cCol] += MARK\_FOR\_CELL;

mines\_left--;

statusbar.setText(Integer.toString(mines\_left));

} else

statusbar.setText("No marks left");

} else {

field[(cRow \* N\_COLS) + cCol] -= MARK\_FOR\_CELL;

mines\_left++;

statusbar.setText(Integer.toString(mines\_left));

}

}

} else {

if (field[(cRow \* N\_COLS) + cCol] > COVERED\_MINE\_CELL) {

return;

}

if ((field[(cRow \* N\_COLS) + cCol] > MINE\_CELL) &&

(field[(cRow \* N\_COLS) + cCol] < MARKED\_MINE\_CELL)) {

field[(cRow \* N\_COLS) + cCol] -= COVER\_FOR\_CELL;

rep = true;

if (field[(cRow \* N\_COLS) + cCol] == MINE\_CELL)

inGame = false;

if (field[(cRow \* N\_COLS) + cCol] == EMPTY\_CELL)

find\_empty\_cells((cRow \* N\_COLS) + cCol);

}

}

if (rep)

repaint();

}

}

}

}

First we will define the constants used in our game.

private final int NUM\_IMAGES = 13;

private final int CELL\_SIZE = 15;

There are 13 images used in this game. A cell can be surrounded by maximum of 8 mines, so we need numbers 1..8. We need images for an empty cell, a mine, a covered cell, a marked cell and finally for a wrongly marked cell. The size of each of the images is 15x15px.

private final int COVER\_FOR\_CELL = 10;

private final int MARK\_FOR\_CELL = 10;

private final int EMPTY\_CELL = 0;

...

A mine field is an array of numbers. For example 0 denotes an empty cell. Number 10 is used for a cell cover as well as for a mark. Using constants improves readability of the code.

private final int N\_MINES = 40;

private final int N\_ROWS = 16;

private final int N\_COLS = 16;

The minefield in our game has 40 hidden mines. There are 16 rows and 16 columns in this field. So there are 256 cells together in the minefield.

private int[] field;

The field is an array of numbers. Each cell in the field has a specific number. E.g. a mine cell has number 9. A cell with number 2, meaning it is adjacent to two mines, has number two. The numbers are added. For example, a covered mine has number 19, 9 for the mine and 10 for the cell cover etc.

for (int i = 0; i < NUM\_IMAGES; i++) {

img[i] = (new ImageIcon(i + ".png")).getImage();

}

Here we load our images into the image array. The images are named 0.png, 1.png ... 12.png.

The newGame() initiates the Minesweeper game.

all\_cells = N\_ROWS \* N\_COLS;

field = new int[all\_cells];

for (i = 0; i < all\_cells; i++)

field[i] = COVER\_FOR\_CELL;

These lines set up the mine field. Every cell is covered by default.

i = 0;

while (i < N\_MINES) {

position = (int) (all\_cells \* random.nextDouble());

if ((position < all\_cells) &&

(field[position] != COVERED\_MINE\_CELL)) {

current\_col = position % N\_COLS;

field[position] = COVERED\_MINE\_CELL;

i++;

...

In the while cycle we randomly position all mines in the field.

cell = position - cols;

if (cell >= 0)

if (field[cell] != COVERED\_MINE\_CELL)

field[cell] += 1;

Each of the cells can be surrounded up to 8 cells. (This does not apply to the border cells.) We raise the number for adjacent cells for each of the randomly placed mine. In our example, we add 1 to the top neighbor of the cell in question.

In the find\_empty\_cells() method, we find empty cells. If the player clicks on a mine cell, the game is over. If he clicks on a cell adjacent to a mine, he uncovers a number indicating how many mines the cell is adjacent to. Clicking on an empty cell leads to uncovering many other empty cells plus cells with a number that form a border around a space of empty borders. We use a recursive algorithm to find empty cells.

cell = j - 1;

if (cell >= 0)

if (field[cell] > MINE\_CELL) {

field[cell] -= COVER\_FOR\_CELL;

if (field[cell] == EMPTY\_CELL)

find\_empty\_cells(cell);

}

In this code, we check the cell that is left to an empty cell in question. If it is not empty, it is uncovered. If it is empty, we repeat the whole process by recursively calling the find\_empty\_cells() method.

The paintComponent() method turns numbers into images.

if (!inGame) {

if (cell == COVERED\_MINE\_CELL) {

cell = DRAW\_MINE;

} else if (cell == MARKED\_MINE\_CELL) {

cell = DRAW\_MARK;

} else if (cell > COVERED\_MINE\_CELL) {

cell = DRAW\_WRONG\_MARK;

} else if (cell > MINE\_CELL) {

cell = DRAW\_COVER;

}

}

If the game is over and we lost, we show all uncovered mines if any and show all wrongly marked cells if any.

g.drawImage(img[cell], (j \* CELL\_SIZE),

(i \* CELL\_SIZE), this);

This code line draws every cell on the window.

In the mousePressed() method we react to mouse clicks. The Minesweeper game is controlled solely by mouse. We react to left and right mouse clicks.

field[(cRow \* N\_COLS) + cCol] += MARK\_FOR\_CELL;

mines\_left--;

If we right click on an unmarked cell, we add MARK\_FOR\_CELL to the number representing the cell. This leads to drawing a covered cell with a mark in the paintComponent() method.

if (field[(cRow \* N\_COLS) + cCol] > COVERED\_MINE\_CELL) {

return;

}

Nothing happens if we click on the covered & marked cell. It must by first uncovered by another right click and only then it is possible to left click on it.

field[(cRow \* N\_COLS) + cCol] -= COVER\_FOR\_CELL;

A left click removes a cover from the cell.

if (field[(cRow \* N\_COLS) + cCol] == MINE\_CELL)

inGame = false;

if (field[(cRow \* N\_COLS) + cCol] == EMPTY\_CELL)

find\_empty\_cells((cRow \* N\_COLS) + cCol);

In case we left clicked on a mine, the game is over. If we left clicked on an empty cell, we call the find\_empty\_cells() method which recursively finds all adjacent empty cells.

Mines.java

package com.zetcode;

import java.awt.BorderLayout;

import javax.swing.JFrame;

import javax.swing.JLabel;

import javax.swing.SwingUtilities;

public class Mines extends JFrame {

private final int FRAME\_WIDTH = 250;

private final int FRAME\_HEIGHT = 290;

private final JLabel statusbar;

public Mines() {

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

setSize(FRAME\_WIDTH, FRAME\_HEIGHT);

setLocationRelativeTo(null);

setTitle("Minesweeper");

statusbar = new JLabel("");

add(statusbar, BorderLayout.SOUTH);

add(new Board(statusbar));

setResizable(false);

}

public static void main(String[] args) {

SwingUtilities.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new Mines();

ex.setVisible(true);

}

});

}

}

This is the main class.
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In this part of the Java 2D games tutorial, we created a Java clone of the Minesweeper game.

# Sokoban

In this part of the Java 2D games tutorial, we will create a Java Sokoban game clone.

## Sokoban

Sokoban is another classic computer game. It was created in 1980 by Hiroyuki Imabayashi. Sokoban means a warehouse keeper in Japanese. The player pushes boxes around a maze. The objective is to place all boxes in designated locations.

## Development

We control the sokoban object with cursor keys. We can also press the R key to restart the level. When all bags are placed on the destination areas, the game is finished. We draw "Completed" string in the left upper corner of the window.

Board.java

package sokoban;

import java.awt.Color;

import java.awt.Graphics;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import java.util.ArrayList;

import javax.swing.JPanel;

public class Board extends JPanel {

private final int OFFSET = 30;

private final int SPACE = 20;

private final int LEFT\_COLLISION = 1;

private final int RIGHT\_COLLISION = 2;

private final int TOP\_COLLISION = 3;

private final int BOTTOM\_COLLISION = 4;

private ArrayList walls = new ArrayList();

private ArrayList baggs = new ArrayList();

private ArrayList areas = new ArrayList();

private Player soko;

private int w = 0;

private int h = 0;

private boolean completed = false;

private String level =

" ######\n"

+ " ## #\n"

+ " ##$ #\n"

+ " #### $##\n"

+ " ## $ $ #\n"

+ "#### # ## # ######\n"

+ "## # ## ##### ..#\n"

+ "## $ $ ..#\n"

+ "###### ### #@## ..#\n"

+ " ## #########\n"

+ " ########\n";

public Board() {

addKeyListener(new TAdapter());

setFocusable(true);

initWorld();

}

public int getBoardWidth() {

return this.w;

}

public int getBoardHeight() {

return this.h;

}

public final void initWorld() {

int x = OFFSET;

int y = OFFSET;

Wall wall;

Baggage b;

Area a;

for (int i = 0; i < level.length(); i++) {

char item = level.charAt(i);

if (item == '\n') {

y += SPACE;

if (this.w < x) {

this.w = x;

}

x = OFFSET;

} else if (item == '#') {

wall = new Wall(x, y);

walls.add(wall);

x += SPACE;

} else if (item == '$') {

b = new Baggage(x, y);

baggs.add(b);

x += SPACE;

} else if (item == '.') {

a = new Area(x, y);

areas.add(a);

x += SPACE;

} else if (item == '@') {

soko = new Player(x, y);

x += SPACE;

} else if (item == ' ') {

x += SPACE;

}

h = y;

}

}

public void buildWorld(Graphics g) {

g.setColor(new Color(250, 240, 170));

g.fillRect(0, 0, this.getWidth(), this.getHeight());

ArrayList world = new ArrayList();

world.addAll(walls);

world.addAll(areas);

world.addAll(baggs);

world.add(soko);

for (int i = 0; i < world.size(); i++) {

Actor item = (Actor) world.get(i);

if ((item instanceof Player)

|| (item instanceof Baggage)) {

g.drawImage(item.getImage(), item.x() + 2, item.y() + 2, this);

} else {

g.drawImage(item.getImage(), item.x(), item.y(), this);

}

if (completed) {

g.setColor(new Color(0, 0, 0));

g.drawString("Completed", 25, 20);

}

}

}

@Override

public void paint(Graphics g) {

super.paint(g);

buildWorld(g);

}

class TAdapter extends KeyAdapter {

@Override

public void keyPressed(KeyEvent e) {

if (completed) {

return;

}

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

if (checkWallCollision(soko,

LEFT\_COLLISION)) {

return;

}

if (checkBagCollision(LEFT\_COLLISION)) {

return;

}

soko.move(-SPACE, 0);

} else if (key == KeyEvent.VK\_RIGHT) {

if (checkWallCollision(soko,

RIGHT\_COLLISION)) {

return;

}

if (checkBagCollision(RIGHT\_COLLISION)) {

return;

}

soko.move(SPACE, 0);

} else if (key == KeyEvent.VK\_UP) {

if (checkWallCollision(soko,

TOP\_COLLISION)) {

return;

}

if (checkBagCollision(TOP\_COLLISION)) {

return;

}

soko.move(0, -SPACE);

} else if (key == KeyEvent.VK\_DOWN) {

if (checkWallCollision(soko,

BOTTOM\_COLLISION)) {

return;

}

if (checkBagCollision(BOTTOM\_COLLISION)) {

return;

}

soko.move(0, SPACE);

} else if (key == KeyEvent.VK\_R) {

restartLevel();

}

repaint();

}

}

private boolean checkWallCollision(Actor actor, int type) {

if (type == LEFT\_COLLISION) {

for (int i = 0; i < walls.size(); i++) {

Wall wall = (Wall) walls.get(i);

if (actor.isLeftCollision(wall)) {

return true;

}

}

return false;

} else if (type == RIGHT\_COLLISION) {

for (int i = 0; i < walls.size(); i++) {

Wall wall = (Wall) walls.get(i);

if (actor.isRightCollision(wall)) {

return true;

}

}

return false;

} else if (type == TOP\_COLLISION) {

for (int i = 0; i < walls.size(); i++) {

Wall wall = (Wall) walls.get(i);

if (actor.isTopCollision(wall)) {

return true;

}

}

return false;

} else if (type == BOTTOM\_COLLISION) {

for (int i = 0; i < walls.size(); i++) {

Wall wall = (Wall) walls.get(i);

if (actor.isBottomCollision(wall)) {

return true;

}

}

return false;

}

return false;

}

private boolean checkBagCollision(int type) {

if (type == LEFT\_COLLISION) {

for (int i = 0; i < baggs.size(); i++) {

Baggage bag = (Baggage) baggs.get(i);

if (soko.isLeftCollision(bag)) {

for (int j=0; j < baggs.size(); j++) {

Baggage item = (Baggage) baggs.get(j);

if (!bag.equals(item)) {

if (bag.isLeftCollision(item)) {

return true;

}

}

if (checkWallCollision(bag,

LEFT\_COLLISION)) {

return true;

}

}

bag.move(-SPACE, 0);

isCompleted();

}

}

return false;

} else if (type == RIGHT\_COLLISION) {

for (int i = 0; i < baggs.size(); i++) {

Baggage bag = (Baggage) baggs.get(i);

if (soko.isRightCollision(bag)) {

for (int j=0; j < baggs.size(); j++) {

Baggage item = (Baggage) baggs.get(j);

if (!bag.equals(item)) {

if (bag.isRightCollision(item)) {

return true;

}

}

if (checkWallCollision(bag,

RIGHT\_COLLISION)) {

return true;

}

}

bag.move(SPACE, 0);

isCompleted();

}

}

return false;

} else if (type == TOP\_COLLISION) {

for (int i = 0; i < baggs.size(); i++) {

Baggage bag = (Baggage) baggs.get(i);

if (soko.isTopCollision(bag)) {

for (int j = 0; j < baggs.size(); j++) {

Baggage item = (Baggage) baggs.get(j);

if (!bag.equals(item)) {

if (bag.isTopCollision(item)) {

return true;

}

}

if (checkWallCollision(bag,

TOP\_COLLISION)) {

return true;

}

}

bag.move(0, -SPACE);

isCompleted();

}

}

return false;

} else if (type == BOTTOM\_COLLISION) {

for (int i = 0; i < baggs.size(); i++) {

Baggage bag = (Baggage) baggs.get(i);

if (soko.isBottomCollision(bag)) {

for (int j = 0; j < baggs.size(); j++) {

Baggage item = (Baggage) baggs.get(j);

if (!bag.equals(item)) {

if (bag.isBottomCollision(item)) {

return true;

}

}

if (checkWallCollision(bag,

BOTTOM\_COLLISION)) {

return true;

}

}

bag.move(0, SPACE);

isCompleted();

}

}

}

return false;

}

public void isCompleted() {

int num = baggs.size();

int compl = 0;

for (int i = 0; i < num; i++) {

Baggage bag = (Baggage) baggs.get(i);

for (int j = 0; j < num; j++) {

Area area = (Area) areas.get(j);

if (bag.x() == area.x()

&& bag.y() == area.y()) {

compl += 1;

}

}

}

if (compl == num) {

completed = true;

repaint();

}

}

public void restartLevel() {

areas.clear();

baggs.clear();

walls.clear();

initWorld();

if (completed) {

completed = false;

}

}

}

The game is simplified. It only provides the very basic functionality. The code is than easier to understand. The game has one level.

private final int OFFSET = 30;

private final int SPACE = 20;

private final int LEFT\_COLLISION = 1;

private final int RIGHT\_COLLISION = 2;

private final int TOP\_COLLISION = 3;

private final int BOTTOM\_COLLISION = 4;

The wall image size is 20x20px. This reflects the SPACE constant. The OFFSET is the distance between the borders of the window and the game world. There are four types of collisions. Each one is represented by a numerical constant.

private ArrayList walls = new ArrayList();

private ArrayList baggs = new ArrayList();

private ArrayList areas = new ArrayList();

The walls, baggs and areas are special containers, which will hold all the walls, baggs and areas of the game.

private String level =

" ######\n"

+ " ## #\n"

+ " ##$ #\n"

+ " #### $##\n"

+ " ## $ $ #\n"

+ "#### # ## # ######\n"

+ "## # ## ##### ..#\n"

+ "## $ $ ..#\n"

+ "###### ### #@## ..#\n"

+ " ## #########\n"

+ " ########\n";

This is the level of the game. Except for the space, there are five characters. The hash (#) stands for a wall. The dollar ($) represents the box to move. The dot (.) character represents the place where we must move the box. The at character (@) is the sokoban. And finally the new line character (\n) starts a new row of the world.

public final void initWorld() {

int x = OFFSET;

int y = OFFSET;

...

The initWorld() method initiates the game world. It goes through the level string and fills the above mentioned lists.

} else if (item == '$') {

b = new Baggage(x, y);

baggs.add(b);

x += SPACE;

In case of the dollar character, we create a Baggage object. The object is appended to the baggs list. The x variable is increased accordingly.

public void buildWorld(Graphics g) {

...

The buildWorld() method draws the game world on the window.

ArrayList world = new ArrayList();

world.addAll(walls);

world.addAll(areas);

world.addAll(baggs);

world.add(soko);

We create a world list which includes all objects of the game.

for (int i = 0; i < world.size(); i++) {

Actor item = (Actor) world.get(i);

if ((item instanceof Player)

|| (item instanceof Baggage)) {

g.drawImage(item.getImage(), item.x() + 2, item.y() + 2, this);

} else {

g.drawImage(item.getImage(), item.x(), item.y(), this);

}

...

We iterate through the world container and draw the objects. The player and the baggage images are a bit smaller. We add 2px to their coordinates to center them.

if (completed) {

g.setColor(new Color(0, 0, 0));

g.drawString("Completed", 25, 20);

}

If the level is completed, we draw "Completed" in the upper left corner of the window.

if (key == KeyEvent.VK\_LEFT) {

if (checkWallCollision(soko,

LEFT\_COLLISION)) {

return;

}

if (checkBagCollision(LEFT\_COLLISION)) {

return;

}

soko.move(-SPACE, 0);

...

Inside the keyPressed() method, we check what keys were pressed. We control the sokoban object with the cursor keys. If we press the left cursor key, we check if the sokoban collides with a wall or with a baggage. If it does not, we move the sokoban to the left.

} else if (key == KeyEvent.VK\_R) {

restartLevel();

}

We restart the level if we press the R key.

if (type == LEFT\_COLLISION) {

for (int i = 0; i < walls.size(); i++) {

Wall wall = (Wall) walls.get(i);

if (actor.isLeftCollision(wall)) {

return true;

}

}

return false;

...

The checkWallCollision() method was created to ensure that the sokoban or a baggage do not pass the wall. There are four types of collisions. The above lines check for the left collision.

private boolean checkBagCollision(int type) {

}

The checkBagCollision() is a bit more involved. A baggage can collide with a wall, with a sokoban object or with another baggage. The baggage can be moved only if it collides with a sokoban and does not collide with another baggage or a wall. When the baggage is moved, it is time to check if the level is completed by calling the isCompleted() method.

for (int i = 0; i < num; i++) {

Baggage bag = (Baggage) baggs.get(i);

for (int j = 0; j < num; j++) {

Area area = (Area) areas.get(j);

if (bag.x() == area.x()

&& bag.y() == area.y()) {

compl += 1;

}

}

}

The isCompleted() method checks if the level is completed. We get the number of bags. We compare the x, y coordinates of all the bags and the destination areas.

if (compl == num) {

completed = true;

repaint();

}

The game is finished, when the completed variable equals the number of bags in the game.

public void restartLevel() {

areas.clear();

baggs.clear();

walls.clear();

initWorld();

if (completed) {

completed = false;

}

}

If we do some bad move, we can restart the level. We delete all objects from the important lists and initiate the world again. The completed variable is set to false.

Actor.java

package sokoban;

import java.awt.Image;

public class Actor {

private final int SPACE = 20;

private int x;

private int y;

private Image image;

public Actor(int x, int y) {

this.x = x;

this.y = y;

}

public Image getImage() {

return this.image;

}

public void setImage(Image img) {

image = img;

}

public int x() {

return this.x;

}

public int y() {

return this.y;

}

public void setX(int x) {

this.x = x;

}

public void setY(int y) {

this.y = y;

}

public boolean isLeftCollision(Actor actor) {

if (((this.x() - SPACE) == actor.x()) &&

(this.y() == actor.y())) {

return true;

} else {

return false;

}

}

public boolean isRightCollision(Actor actor) {

if (((this.x() + SPACE) == actor.x())

&& (this.y() == actor.y())) {

return true;

} else {

return false;

}

}

public boolean isTopCollision(Actor actor) {

if (((this.y() - SPACE) == actor.y()) &&

(this.x() == actor.x())) {

return true;

} else {

return false;

}

}

public boolean isBottomCollision(Actor actor) {

if (((this.y() + SPACE) == actor.y())

&& (this.x() == actor.x())) {

return true;

} else {

return false;

}

}

}

This is the Actor class. The class is a base class for other actors in the game. It encapsulates the basic functionality of an object in the Sokoban game.

public boolean isLeftCollision(Actor actor) {

if (((this.x() - SPACE) == actor.x()) &&

(this.y() == actor.y())) {

return true;

} else {

return false;

}

}

This method checks if the actor collides with another actor (wall, baggage, sokoban) to the left.

Wall.java

package sokoban;

import java.awt.Image;

import java.net.URL;

import javax.swing.ImageIcon;

public class Wall extends Actor {

private Image image;

public Wall(int x, int y) {

super(x, y);

URL loc = this.getClass().getResource("wall.png");

ImageIcon iia = new ImageIcon(loc);

image = iia.getImage();

this.setImage(image);

}

}

This is the Wall class. It inherits from the Actor class. Upon construction, it loads a wall image from the filesystem.

Player.java

package sokoban;

import java.awt.Image;

import java.net.URL;

import javax.swing.ImageIcon;

public class Player extends Actor {

public Player(int x, int y) {

super(x, y);

URL loc = this.getClass().getResource("sokoban.png");

ImageIcon iia = new ImageIcon(loc);

Image image = iia.getImage();

this.setImage(image);

}

public void move(int x, int y) {

int nx = this.x() + x;

int ny = this.y() + y;

this.setX(nx);

this.setY(ny);

}

}

This is the Player class. It is the class to create the sokoban object.

public void move(int x, int y) {

int nx = this.x() + x;

int ny = this.y() + y;

this.setX(nx);

this.setY(ny);

}

This class has a move() method, which moves the object inside the world.

Baggage.java

package sokoban;

import java.awt.Image;

import java.net.URL;

import javax.swing.ImageIcon;

public class Baggage extends Actor {

public Baggage(int x, int y) {

super(x, y);

URL loc = this.getClass().getResource("baggage.png");

ImageIcon iia = new ImageIcon(loc);

Image image = iia.getImage();

this.setImage(image);

}

public void move(int x, int y) {

int nx = this.x() + x;

int ny = this.y() + y;

this.setX(nx);

this.setY(ny);

}

}

This is the class for the Baggage object. This object is movable, so it has the move() method also.

Area.java

package sokoban;

import java.awt.Image;

import java.net.URL;

import javax.swing.ImageIcon;

public class Area extends Actor {

public Area(int x, int y) {

super(x, y);

URL loc = this.getClass().getResource("area.png");

ImageIcon iia = new ImageIcon(loc);

Image image = iia.getImage();

this.setImage(image);

}

}

This is the Area class. It is the object, on which we try to place the baggages.

Sokoban.java

package sokoban;

import javax.swing.JFrame;

public final class Sokoban extends JFrame {

private final int OFFSET = 30;

public Sokoban() {

InitUI();

}

public void InitUI() {

Board board = new Board();

add(board);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

setSize(board.getBoardWidth() + OFFSET,

board.getBoardHeight() + 2\*OFFSET);

setLocationRelativeTo(null);

setTitle("Sokoban");

}

public static void main(String[] args) {

Sokoban sokoban = new Sokoban();

sokoban.setVisible(true);

}

}

This is the main class.
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This was the Sokoban game.